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Abstract

Context: In modern software development, software modeling is considered
as an essential part of the software architecture and design activity. The Unified
Modeling Language (UML) has become the de facto standard for software
modeling in industry. Surprisingly, there are few empirical evidences on the use
of UML and a lack of evidence-based guidelines for applying UML in software
development.

Objective: As a first step toward synthesizing practical guidelines for the
use of UML, this thesis focuses on collecting a large set of OSS projects that
use UML. Subsequently this thesis offers observations on the use and impacts
of using UML in OSS projects.

Method: We combine techniques from repository mining and image classifi-
cation in order to successfully identify more than 24 000 open source projects
on GitHub that together contain more than 93 000 UML models. A quantita-
tive analysis and a large-scale survey have been carried out across this set of
projects.

Result: The results show that UML is used in OSS projects and in those
projects that use UML, UML helps new contributors and is generally perceived
as supportive. The most important motivation for using UML seems to be to
facilitate collaboration, as teams use UML during communication and planning
of joint implementation efforts. We hope researchers in the field will find data
and findings from this thesis a valuable source for their empirical studies.

Keywords: Software Engineering, Software Modeling, UML, FOSS, Empiri-
cal Study, Data Mining, Mining Repository, GitHub
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Chapter 1

Introduction

In modern software development, software modeling is considered as an essential
part of the software architecture and design activity. The Unified Modeling
Language (UML) is a graphical language for modeling software systems. The
UML was first introduced in 1997 [1]. Since then, it has become the de facto
standard for software modeling in industry. The UML is a language but not a
method. Its use and impact are different across companies and software systems.
To shed some light on the practical use and impacts of using UML, a number
of research studies have been conducted such as [2-11]. However, conclusions
are diverse and partially contradictory. For example, in a large-scale interview,
Petre [11] found that the majority of the interviewees refused to use the UML
because of its complexity, lack of formal semantics, inconsistency, and issues of
synchronization between different diagrams. However, there are case-studies
where UML is actively used and positively impact software system. In a case
study at ABB, Anda et al. [2] found out that UML is actively adopted and
the UML adoption constitutes in the improvement of softwares traceability,
communication within development teams, code-design.

Looking at these results, we are triggered by the questions: Why UML
is successfully adopted in some cases but not on the others?, Are there any
common success formula for UML adoption?, Are there any guidelines for
applying UML in practice? We find out that it is difficult to properly answer
the questions because: i) there is a surprising lack of empirical evidence on the
use and impacts of using UML [8,10] and ii) empirical research in the field
is generally lacking of replication [12]. As a consequence, existing results are
often not generalizable or comparable.

Yet, practical guidelines and underlying success/failure factors of UML use
remain invisible. This could lead to the application of UML that does not lead
to expected improvement in software quality or in communication between
development teams. This, eventually, results in a waste of organization’s effort
and money for UML adoption.

This Licentiate thesis is a first step toward a PhD thesis that aims at synthe-
sizing practical guidelines for UML use by systematically collecting
and studying UML practices in real-life software systems.

We are inspired by the concept of business intelligence (BI) [13] to approach
this problem. In particular, BI defines 5 stages to gain applicable knowledge
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from raw data. They are raw-data, information, knowledge, expertise and
ultimately, wisdom. Similarly, actionable guidelines of UML use can be built on
top of empirical data of UML use, through a “mining” process. In the context
of this PhD study, “mining software modeling practices” refers to the process
of building actionable guidelines for UML use on top of a rich empirical dataset
of UML design and its use.

The mining process comprises of three stages on which specific goals of
the PhD thesis and Licentiate thesis build: i) Collecting empirical data, ii)
Understanding factors that affect to UML use and iii) Building practical
guidelines for UML use.

Collecting empirical data. First, evidence-based knowledge is built on top
of empirical dataset/corpus. As a prerequisite to build up practical guidelines
for UML use, a rich empirical data of UML use needs to be collected. When it
comes to data collection, an obvious question is where to collect the data from.
One option is to collect UML practices from industrial companies. This has pros
and cons. The main advantage of industrial UML practices is industry-relevant
contexts (including rationale, business decisions) behind UML use. The main
drawback lays in data availability. Particularly, it is generally difficult to collect
industrial cases where UML is used, because companies consider their design as
commercially sensitive information or as a reflection of their state of IT-affairs.
This could further limit the study’s replication. An alternative option is to
collect UML practices from OSS projects. Data availability and transparency
are clearly the main advantage of OSS projects compared with industrial cases.
Public access to not only UML file but also other resources such as source
code, documentation, issues, commit message, etc. would allow researchers to
put the UML file in its usage context. The main challenge is to identify OSS
projects that use UML. This is due to the large variety of UML file formats
and the lack of support from most open source platforms, such as GitHub,
for model versioning. This Licentiate thesis focuses on finding UML practices
in OSS projects and takes the challenge of identifying OSS projects that use
UML.

Understanding factors that affect UML use. In order to reach the final
goal of the PhD thesis, we see the need of building sufficient understanding
about UML and its use in software development projects as the intermediate
step. Examples of “sufficient understanding” are circumstances where UML is
used, aspects that affect the way UML is used and further, factors that make
UML use successful or unsuccessful within software projects. To gain such
the understanding, UML design should not just be considered as a standalone
documentation but rather in its relation with other software resources such as
source code, requirements, etc. This is a precondition to study impacts of use
of UML on other software elements (e.g. UML models might have impact on
source code modularity [8]), and vice versa (e.g. communication habits within
teams might affect the way developers construct and use UML). In order to
gain such understanding, in-depth analysis needs to be carried out on top of a
rich and evidence-based data. Accordingly, having a well-structured data could
result in better understanding. Likewise, understanding about UML and how
it is used in different projects would allow us to better organize and classify
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projects (e.g. by projects domain, habits of using UML, etc.). In this Licentiate
thesis, we collect a large set of OSS projects that use UML, then build first
observations on the use and impacts of using UML in OSS projects. Questions
regarding success or failure of UML use require a certain level of maturity of
the data, e.g. UML models are classified by their quality. Therefore, these
questions are left for later part of the PhD study.

Building practical guidelines for UML use. Understanding the use and
impacts of using UML does not necessarily mean knowing “how to efficiently
apply” or “how to efficiently use” UML in real-life situations. A large scale
survey by Dobing et al. [3] suggests that the lack of usage guidelines is one of the
biggest concerns with UML. We aim to set the final goal of this PhD as building
practical and actionable guidelines for UML use, targeting organizations and
software practitioners. To this end, the guidelines needs to be built on top
of firm understanding about the use of UML, in a large number of real-life
software projects. This Licentiate thesis, as a first step toward building the
guidelines, aims at providing a number of implications for software engineering
practitioners, software development teams and teachers. The implications
should be drawn from first pieces of understanding on the use and the rationale
behind the use of UML in OSS projects. It is worth noting that learning from
OSS practices does not mean to ignore or overlook UML use in industrial
context. Given the ever-increasing penetration of OSS culture to industrial
companies, findings from this Licentiate thesis can be valuable and generalizable
to industrial context, as well.

The remainder of this chapter is constructed as follow. Section 1.1 presents
the research focus and research questions of the thesis. Section 1.2 provides
readers with background of the study. Section 1.3 discusses the methodology.
Section 1.4 presents a short summary of each papers and their contribution
to the goal of the thesis. Section 1.5 discusses the threats to validity and
section 1.6 wraps up this chapter with future works.

1.1 Research Focus

This section frames the research goals of the PhD study into a big picture, and
explains the focus of the thesis in this picture.

1.1.1 Goals of the PhD study

This PhD study aims at synthesizing practical guidelines for UML use by
systematically collecting and studying UML practices in real-life software
systems. The goals of this PhD study are:

e Goal G1. To collect and provide software practitioners with empirical
evidence of UML use in real software systems, and

e Goal G2. To understand success/failure factors of UML use in practice,
and

e Goal G3. To provide software practitioners and organizations with a
practical guideline of using UML.
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Knowledge

Dataset

Figure 1.1: Pyramid of goals of the PhD Study

Figure 1.1 shows the relation of the three goals in the context of this PhD
study. Goal G1 aims at establishing empirical data of UML use in real software
projects. Goal G2 aims at gaining knowledge about UML use and factors that
affect the use by quantitatively and qualitatively questioning and analyzing
the built data (from G1). Goal G3, in its turn, aims at synthesizing knowledge
gained from G2 and G1 in an actionable and practical guideline of UML use,
targeting software practitioners and organizations.

The PhD study is designed in a replicable manner. Accordingly, data
obtained from G1 is open for public access. Methods are described step by
step, limitations and threats to validity are carefully discussed in the chapters.

The PhD study is designed and conducted incrementally. In particular, the

main goals are divided into sub goals/steps, based on the maturity of the study
(Figure 1.2).

LIC. Goals

Figure 1.2: Licentiate goals in the relation with of PhD goals
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We split G1 into two sub goals:

e G1.1 (Data Collection) aims to systematically collect a large data set of
OSS projects that use UML.

e G1.2 (Data Curation) focuses on classifying and organizing the projects
in a systematic manner.

We split G2 into two sub goals:

e G2.1 (Exploratory understanding) aims at exploratory understanding of
the use and impact of using UML in the projects.

e G2.2 (Eliciting success/failure factors) makes a step further by eliciting
the success and failure factors of UML use, taking into account the
differences of the projects.

G3 is split into two subgoals:

e G3.1 (Implications) Providing implications on the use of UML based on
first pieces of understanding gained from G2.1.

e G3.2 (Guideline) provides complete guideline for UML use.

1.1.2 Goals and Outcomes of the Licentiate thesis

The main goals of this Licentiate thesis are G1.1, G2.1 and G3.1. Expected
outcomes of the Licentiate are as follow:

e Goal G1.1. Researchers in the area of modeling in software engineering
have performed some efforts to collect examples of models and of projects
that use modelling. However, the results are often limited [14] due to the
so far limited success in identifying open source projects with UML. G1.1
aims at combining various techniques to solve this issue. The outcome of
G1.1 is a list of OSS projects that use UML and a systematic process to
identify them.

e Goal G2.1. This goal aims at answering simple research questions
regarding UML use by using the list obtained from G1.1. The expected
outcome of G2.1 is quantitative and qualitative analyses of UML use
in OSS projects. Examples of such basic analyses are time period when
UML is introduced, whether UML is updated and rationale behind the
use of UML and impacts of using UML.

e Goal G3.1. The outcome of this should be a list of implications about
UML use, targeting software practitioners in OSS and might possibly in
industrial settings.

1.1.3 Research questions of the Licentiate thesis

To reach the goals of the Licentiate thesis, we formulate the following research
questions:

e RQ1. How can we identify UML models in OSS projects?
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e RQ2. How is UML used in OSS projects?

e RQ3. Why is UML used in OSS projects? What are impacts of using
UML in OSS projects?

¢ RQ4. Can we draw implication for UML use?

Among the research questions, RQ1 aims for G1.1, RQ2 and RQ3 target
G2.1, and RQ4 captures G3.1.

1.2 Background

This thesis takes the UML as the main research subject. Section 1.2.1 provides
readers with a short overview about the emergence of the UML.

An important part of this Licentiate thesis is collecting empirical data of
UML and its use. Section 1.2.2 summarizes some efforts performed by other
researchers to collect UML for empirical research.

Section 1.2.3 aims at providing an overall picture of UML use in industry
and OSS by summarizing previous empirical studies in the field.

1.2.1 The Unified Modeling Language (UML): a short
overview

The evolution of UML is described in detail by Kobryn [15]. The UML
emerged from the competition in creating notations for object-oriented design
by Booch [16], Rumbaugh et al. [17], Jacobson et al. [18] and other researchers
in the early nineties of the 20th century. The UML was developed by Rational
Software in 1996. The 1.0 version was proposed in January 1997 and officially
adopted by the Object Management Group (OMG) later that year. Since then,
the UML has undergone many revisions, with UML 2.0 released in 2005 and
most recently UML 2.5 in June 2015.
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Figure 1.3: Taxonomy of UML diagrams
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UML 2.5 has 14 diagram types. They are divided into two categories,
namely structure- and behavior- diagrams. Structure diagrams show the static
structure of systems, while behavior diagrams show the dynamic behavior of
systems, including their methods, collaborations, activities, and state histories.
Figure 1.3 shows a taxonomy of UML diagrams.

In the OMG’s view, "modeling is the designing of software applications
before coding.” The OMG promotes model-driven architecture as the approach
in which UML models of the software architecture are developed prior to
implementation. However, as the UML is a language and not a method, there
are much more ways of using it, e.g. for reverse engineering, refactoring,
documenting an existing system, etc. In addition, the UML is a methodology-
independent language, one could use it in different software development
processes (e.g. when planning, analyzing requirements) and in different software
development methods (e.g. water fall or agile approach). In this thesis, the
UML is considered in all contexts where it is used, not limited to model-driven
per se. Figure 1.4 shows examples of three different types of UML diagrams.

1.2.2 Effort of collecting UML for empirical research

Researchers in the area of modeling in software engineering have performed some
efforts to collect examples of models and of projects that use modeling. However
the results are often limited [14]. For example, the Repository for Model
Driven Development (ReMoDD) [19] is an initiative driven by an international
consortium of leading researchers in the field of modeling. Nevertheless its
content is growing at a low rate: after 9 years (summer 2016) it contains around
81 models. Industrial projects are very reluctant to share models because they
believe these reflect key intellectual property and/or insight into their state of
IT-affairs.

Karasneh et al. [20] use a crawling approach to automatically collect and
fill an online repository with so far more than 700 model images. This work
focus on the models only and do not take their project context into account.
Further, Karasneh et al. do not distinguish between models that stem from
actual software development projects and models that are created for other
reasons, e.g. teaching. An index of existing model repositories can be found
online [14]. However, in addition to their small size, these repositories seldom
include other artifacts than the models, making it impossible to study the
models in the environment of actual projects.

Further, there are some works addressing small numbers of case studies of
modeling in open source projects. Yatani et al. [21] studied the models usage in
Ubuntu development by interviewing 9 developers. They found that models are
forward designs that are rarely updated. Osman et al. [22] investigated 10 case
studies of open source projects from Google-code and SourceForge that use
UML. They focused on the relation between classes in the diagrams compared
to classes in the code. They find only seldom cases where models are updated.

Finally, there are three works that actually approach a quantitative inves-
tigation of models in open source projects. Chung et al. [23] questioned 230
contributors from 40 open source projects for their use of sketches and found
that participants tend to not update these sketches. A study that focuses on
software architecture documentation in open source projects was performed
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by Ding et al. [24]. They manually studied 2 000 projects from SourceForge,
Google code, GitHub, and Tigris. Amongst those projects that used such
documentations they identified 19 projects that actually use UML.

1.2.3 UML use and impacts of using UML in software
engineering projects

In this section, we provide readers with an overall picture of UML use in
industry and in OSS projects by summarizing related works.

1.2.3.1 UML use in industry

UML is widely studied in industry, however, there are real needs
for more experiments and case studies Budgen et al. [10], in their
systematic review, identified 49 empirical studies of UML published up to the
end of 2008. Among them, 12 papers were about UML metrics, 14.5 about
model comprehension, and 7.5 about model quality (half points indicate papers
with more than one focus). Only 2 papers addressed UML adoption, i.e. by
Anda et al. [2] and Grossman et al. [5]. These two studies identify a range of
benefits and drawbacks associated with the adoption of UML. They particularly
highlight the need for further research relating to the UML and its adoption as
well as the need for, and importance of, an adequate level of training.

Another systematic review conducted by Fernndez-Séez et al. [25] identified
38 papers (published up to the end of 2010) that report 63 empirical studies
of UML use in software maintenance processes. Only 3 of them are case-
studies. Most research (60 empirical studies) concerns the maintainability and
comprehensibility of the UML diagrams themselves. The authors conclude
that there is a need for more experiments and case studies to be performed in
industrial contexts.

Nugroho and Chaudron [8] also argue that Despite the fact that UML is
widely used in practice, little is known about how UML is actually used.

UML adoption and its impacts are still under discussion Modeling
has been widely studied in industry, in particular in several survey studies.
Torchiano et al. [26] found that models help to improve design and documenta-
tion. However, they also found that model usage is connected to extra effort,
especially due to a lack of supporting tooling. Forward et al. [27] found that
models are primarily used for design and documentation, while code generation
is rather seldom. Gorschek et al. [28] focused on a different population, which
are programmers, partially working in industry and open source. Within their
sample design models are not used very extensively. However, models and
UML are found to be used mainly for communication purposes. Further, they
report on a higher use of models for less experienced programmers.

Dobing and Parsons [3] report on a survey of 171 UML users (plus 11
who use UML components within another OO methodology). The authors
found that ”only class diagrams are being used regularly...”. The majority
of respondents found that all aspects of UML are useful for most projects.
The authors also suggest that complexity and lack of usage guidelines are the
biggest concerns with UML.
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Lange et al. [6] conducted a web-based survey in 14 industrial companies.
On the basis of the responses, they identified four main classes of problems
encountered: scattered information (e.g., design choices dependencies); incom-
pleteness, disproportion (more detail for some parts than others), inconsistency.

Nugroho et al. [29] conducted a survey among 48 professional developers
(from 10 different countries) about their perception toward correspondence
between source code and design. Respondents identify incompleteness of the
UML design as the most prominent factor that often forces them to deviate
from a UML design.

Scanniello [9] conducted a survey at 22 companies regarding the use of UML
in software development and maintenance. Survey responses show that the
majority of the companies (20) use UML in the analysis and design phases.

Besides these big surveys, case studies were performed in order to investigate
the impact of the modeling/UML usage. For example, Baker et al. [4] found
an increase of productivity when using UML in Motorola. Also Nugroho et
al. [30] investigated an industrial case study and found that UML usage has
the potential to reduce the defect density and, thus, increase the quality of
software. Just as in the case described by Kuhn et al. [31], most of the case
studies draw a picture of model use, where models are actually artifacts that
are produced and consumed by different people. Anda et al. [2] reports a case
study in ABB. This paper found anecdotal advantages of modeling such as
improved traceability. This paper also pointed to potential trade-offs, such as
time spending to integrate legacy code with models and organizational changes
needed to accommodate modeling.

Petre et al. [11] reported a series of interviews conducted over 2 years with
more than 50 practicing professional software developers. The author found
out that the majority of interviewees do not use UML, and those who do use it
tend to do so selectively and often informally.

Last but not least, Dzidek et al. [7] performed a controlled experiment to
investigate the influences of the use of UML to maintenance task (20 professional
developers). The result of the experiment shows a positive influence of the
presence of UML for maintainers. UML also helps novice developers to produce
code of better quality.

1.2.3.2 UML in OSS projects

Much less study has been done on UML use in OSS. One reason for this is the
challenge to actually find cases that can be studied. For example, Badreddin et
al. studied 20 projects, without finding UML and concluded that it is barely
used in open source [32]. Similarly, Ding et al. [24] found only 19 projects with
UML when manually studying 2000 open source projects.

There are several investigations of single or very small numbers of cases of
open source projects that use UML, e.g. by Yatani et al. [21], who found that
models are used to describe system designs, but are rarely updated. Osman et
al. [22] studied to what extent classes in the diagrams are implemented in the
code. Finally, Kazman et al. [33] investigate the Hadoop Distributed File System
to learn how documentation impacts communication and commit behavior in
the open source system. There are some studies that approach model use in
open source with a quantitative perspective, studying large numbers of projects.



1.3. METHODOLOGY 11

For example, to study the use of sketches, Chung et al. [23] collected insights
from 230 persons contributing to 40 open source projects. Finally, Langer et
al. [34] studied the lifespan of 121 enterprise architect models in open source
projects.

1.3 Methodology

In this thesis, we employ constructive research and empirical research methods
to achieve the three goals G1.1, G2.1 and G3.1. Table 1.1 shows the presence
of the two methods in papers A, B and C. Sections 1.3.1 and 1.3.2 discuss
the use of the methods across the papers. A more-detailed discussion of the
research strategies is found in the included papers.

Table 1.1: Summary of research method used in papers A, B and C

Paper A | Paper B | PaperC

Constructive method X X
Empirical method

X X

Survey study

1.3.1 Constructive research method

According to Crnkovic [35], the constructive research method implies building
of an artifact that solves a domain specific problem in order to create knowledge
about how the problem can be solved (or understood, explained or modeled)
in principle. Artifacts such as models, diagrams, plans, organization charts,
system designs, algorithms and artificial languages and software development
methods are typical constructs used in constructive research.

In the context of the Licentiate thesis, we follow the constructive research
approach to construct a process to systematically identify UML files in OSS
projects, and further, to identify OSS projects that use UML. Outcome of the
research is a list of OSS projects that use UML and a systematic process for
identifying them.

The constructive method is applied in the two papers A and B. In par-
ticular, paper A propose an automated method for automatically identifying
UML class diagram images among ordinary images. Paper B combines the
method described in Paper A with other techniques (e.g. GHTorrent [36],
CVSAnalY [37]) in a complete process to identify UML diagram files in 10%
of GitHub non-forked repositories (about 1.2 million projects). Paper C ap-
plies the process described in paper B to obtain UML files from all GitHub
non-forked repositories (around 12 million projects).

1.3.2 Empirical methods

Empirical study aims at gaining knowledge by means of direct and indirect
observation or experience. We see the need for empirical studies in order to
increase our understanding of the use of UML and its impacts within OSS
projects.
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Among common empirical methods are survey studies. These are used to
identify the characteristics of a broad population of individuals. They are used
to obtain a representative picture of a larger population [38]. This fits goals
G2.1 and G3.1 of the study, as we want to create a broad picture of the use
and impacts of using UML in OSS projects.

Survey research is most closely associated with the use of questionnaires
for data collection. However, survey research can also be conducted by using
structure interviews, or data logging techniques [39]. We use different data
collection methods for the survey studies presented in paper B and C.

In paper B, we attempt to address RQ2. In paper B, 3 295 OSS projects
that use UML were identified. Subsequently, meta-data of the projects was
collected. Quantitative analysis of the data allows us to understand the use of
UML in OSS projects at the descriptive level, e.g. whether UML models are
used/updated, and if so, active time of UML models, etc.

In paper C, qualitative and quantitative data was collected using a survey
questionnaire. While quantitative data gives us an overview of OSS developers
opinion regarding purposes and impacts of using UML, qualitative data provides
us with the rationale behind their choices. We combine quantitative and
qualitative analysis in this paper is necessary for us to draw implications
concerning UML use.

1.4 Contributions

In this section, we firstly summarize and state the main contributions of the
three papers on which this Licentiate thesis builds in sections 1.4.1, 1.4.2 and
1.4.3. Research questions are subsequently answered in section 1.4.4.

Figure 1.2 offers an overview of the contributions of the three papers to the
main goals and research questions of the Licentiate thesis.

Table 1.2: Contributions of papers to specific goals and research questions
Stage Data collection Understanding Guidelines
Lic. goal G1.1 G2.1 G3.1
RQ RQ1 RQ2 RQ3 RQ4
Data collection
Paper A method o o o
/ ?
Identified 3 205 | > UML used:
projects that updated?
Paper B | use UML UML introduction | -
time?
(from 10% C
. What is active
GitHub repo) o
time’
Identified
94 797 projects Purp.()beb/lmpactb
of using UML? .
Paper C | that use UML . Implications
o Is UML helpful?
(from 100% Why?
GitHub repo) v
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1.4.1 Paper A: Automatic classification of UML class di-
agrams from images

The UML is a graphical modeling language. Therefore, it is common to store
UML models in graphical file formats such as .png, .jpg, etc. While there
is a need of collecting UML models for empirical research, current research
methods often lack the systematical identification of images that represent
UML diagrams.

Paper A presents an automated classification method for images that
represent UML class diagram (UML CD). Building the classification would
on one hand help improving the data collection process of the existing UML
repositories, such as the one by Bilal et al. [20]. On the other hand, and more
importantly, this could further open up the possibility to automate the UML
crawling process and to build a larger collection of UML class diagrams.

(am (5) Analyse result )

Image —
@ Processing 4> Classification

Contours & Shapes

Horiz. & Vert. lines UML CD features/metrics
Rectangles |

Joining lines > 3 Feature extraction

Figure 1.5: Overall processes of paper A

To build the classifier, we use a combination of image processing and
machine learning. Figure 1.5 shows the processes of the paper A (this is
cloned from Figure 2.1 in the Chapter 2). We first introduced 23 features that
capture statistical and geometric characteristics of UML class diagrams. A
tool that extracts these features from images was built accordingly. Finally
we employed 6 well-known classification algorithms, including Decision Table,
Random Forest, Support Vector Machine, Logistic Regression, REP-Tree and
J48 Decision Tree [40], to build the classifier. The classification performance of
the defined image processing features and algorithms was assessed in terms of
classifying accuracy and robustness via several metrics, i.e. information gain,
specificity and sensitivity. A dataset of 1 300 different images was collected
from the Internet through Google Image Search (750 UML CD images and 750
non-UML CD images) for training and testing the classifier 1. This dataset
was shared as a benchmark.

The main contributions of the paper are:

[a] A machine learning method to build an automated classifier of UML
CD images. We find out that our method could reach 95.9% and 91.4%

Tmage set - http://bitly.com/dtsUMLClassifier
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(respectively) of correct classification of input images for UML CD and
non-UML CD.

[b] Evaluation of classification performance of six algorithms on different
feature-sets in terms of classifying accuracy and robustness.

[c] A dataset of 1 300 images was shared as a benchmark for other classifica-
tion methods.

Overall, paper A encourages us that it is possible to automate the process
of identifying images that contain UML notations with high accuracy. This is
a prerequisite to build up a process to identify UML models from OSS projects
(Goal 1.1). This work is extending in different ways: Using the same approach
to create classifiers for sequence diagram, use-case diagram images.; Involving
text-recognition to enhance classification performance.

1.4.2 Paper B: The quest for open source projects that
use UML: mining GitHub

Little is known about UML use in Free/Open Source Software (FOSS) projects.
This is due to the so far limited success in identifying open source projects that
use UML. The lack of available data is the reason why so far no answers could
be given to different basic questions on the amount of UML files in open source
projects, the time span during which models are created or updated during
the open source project, or the question which of the projects contributors do
create models.

— >
GHTorrent “

I@ Data collection I |‘ @ Analyse result ‘l
1 4
Potential UML file list
4
@ Filter UML files I@ Query database I
UML Image Textual t
Filter Filter UML CVSAnalY MySQL
- 1
i File list
( Validation ] —'I (3) Extract Meta-data I

Figure 1.6: Overall processes of paper B

Paper B contributes to this body of knowledge by a five steps approach.
Figure 1.6 shows these steps in a sequential order (this is cloned from Figure 3.1
in the Chapter 3). First, we combined different technologies, including the
classifier in Paper A, to form a semi-automated process for collecting UML
models stored in images, .xmi, and .uml files from over 1.2 millions GitHub
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projects (10% of the whole) (from Step 1 - 2). Secondly, from Step 3 - 5, we
collected meta-data of the projects that used UML and quantitatively analyzed
the data to address the following research questions:

e Are there GitHub projects that use UML? Which are these projects?

e Are there GitHub projects in which the UML models are also updated?

When in the project are new UML models introduced?

e What is the time span of active UML creation and modification?
e Are UML models copied across projects?

The main contributions of the paper are:

[a] A semi-automated process for collecting UML models stored in over 1.2
millions GitHub projects.

[b] A list of 21 316 UML diagrams from 3 295 GitHub projects and their
meta-data. This is the first time the modeling community can establish a
corpus comparable to collections already exist for source code only, such
as QualitasCorpus 2.

[c] Quantitatively answering a number of research questions regarding the
use of UML in OSS projects.

1.4.3 Paper C: Practices and perceptions of UML use in
open source projects
Paper B reveals some facts about the use of UML based on quantitative analysis

on meta-data of OSS projects. These facts trigger us to discover the rationales
behind the use of UML and impacts of using UML in OSS projects.

Sent | 20294 emails

GHTorrent ~12 millions projects Received | 1628 comp\ete. resp.
from 1559 projects
Inputto | 485 completeresp.
analyses | 485 respondents
458 projects
@ Data collection @ Filter data
umL Non-UML Merge Filter —'[ @ Conduct Survey }—'l @ Analyse result
projects projects contributors projects
Define | 93 648 UML models Working | 4650 UML projects
in 24797 UML proj. set | 99319 contributors

Figure 1.7: Overall processes of paper C

Paper C represents our large-scale survey on software developers of GitHub
projects that use UML. The overall process is shown in Figure 1.7 this is cloned
from Figure 4.1 in Chapter 4). We first extended the data collection method
presented in paper B to 100% of all GitHub repositories (over 12.8 millions
repos). This resulted in a dataset of over 93 000 UML models from over 24 000
GitHub projects. A number of filters was then applied in order to filter out
those projects that were suspected to be “toy”, e.g. active less than 6 months.

2Qualitas Corpus home page - http://qualitascorpus.com/
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For the survey, we collected up to three persons per project, targeting
persons who had introduced UML models (1UC), persons who had updated
UML models (UC) and persons who had not committed UML models (NUC),
to send our survey to. As a result, we received 485 survey responses from 458
GitHub projects. Analyzing the responses allows us to answer the following
main research questions:

e Why is UML used in OSS projects?
o Is UML part of the interaction of (a team of) contributors?

e What is impact/benefit of UML?

Findings from survey responses allow us to not only answer the research
questions, but also to compare UML use and impacts of using UML in OSS
projects and related empirical research. Furthermore, a number of recom-
mendations/implications on the use of UML were given to different UML
practitioners.

The main contributions of this paper are:

[a] A large set of OSS projects that use UML, and

[b] Insights from a large scale survey of OSS developers that use UML.

1.4.4 Answers to research questions

Answer to RQ1. “How can we identify UML models in OSS projects?”

Answer for RQ1: Paper A presents a method for automatically identifying
UML class diagram images in any image set. Paper B demonstrates one way
to systematically identify UML models in OSS projects, by joining different
technologies, i.e. mining software repositories, text-based search and the
technique proposed in paper A. In paper C, the data collection method
described in paper B is applied to obtain UML models from all GitHub
repositories. We publish the replication package of our approach online so
that other researchers can replicate these steps ®. There might be alternative
ways to identify UML models, however to our best knowledge, this is the
first time the modeling community can establish a corpus comparable to
collections already exist for source code only, such as Qualitas Corpus.

“Replication package: http://oss.models-db.com/

Answer to RQ2. “How UML is used in OSS projects?”

Findings from paper B help us to answer the research question RQ2 as
follow:
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Answer for RQ2: The majority of models are never updated. Those projects
that do update their models, do this regularly. Models can be introduced
during all possible phases in the lifespan of an OSS project. Nevertheless a
peak of model introduction is during the first 10% of the duration of projects.
A few projects are active with UML during their whole lifetime. Most projects
work very shortly on UML, usually at the beginning. We found that 12% of
the distinct models occurred several times. Duplicates are in average spread
across 1.88 projects.

Answer to RQ3. “Why is UML used in OSS projects? What are impacts
of using UML in OSS projects?”
Paper C helps us to answer research question RQ3 as follow:

Answer for RQ3 (1/2) - Why is UML used in OSS projects?

The majority of UML models are intended for creating software designs and
documenting software systems. NUCs use UML models to comprehend a
system and to communicate with team members. Within most software
teams/projects, UML models are used for communication, making architec-
ture decisions and for mentoring. UML designs are adopted in most cases
during the implementation phase. Most often, these designs are implemented
by a group of 2 - 5 persons, including the one who created the designs.

Answer for RQ3 (2/2) - What are the impacts of using UML in OSS projects?
The survey responses suggest that UML is helpful for new contributors to
get up to speed. However, UML does not seem to have the potential to
attract new contributors. One third of the respondents reported changes
of the working routine due to UML, mainly in the planning phase, the
development process and in communication. Most of the reported changes
can be considered positive.

Answer to RQ4. “Can we draw implications for UML use?”

Findings from the survey responses in paper C allow us to answer research
question RQ4 as follow:

Answer for RQ4: By comparing UML use and impacts of using UML in OSS
(from paper C) and other settings (such as industry, from related work), we
were able to see the components where one side could learn from others and
vice versa. In particular:

e To OSS practitioners: Use UML to coordinate team-work!
e To OSS seniors: Provide UML to support junior peers!
e To Industrial companies: Let’s adopt team-modeling!

e To University teachers: Promote consumption of UML models as first
experiences when learning UML)/
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1.5 Threats to validity

In this section, we give an overview of the threats to the validity of the results
of this thesis, i.e. the answers to research question RQ1 to RQ4. Detailed
threats to validity of included publications are discussed in their corresponding
chapters, from Chapter 2 to Chapter 4.

Research question RQ1 aims to establish a process for identifying UML
models from OSS repositories. We use a constructive method to build the
process. There were a number of threats to construct validity that might
cause the loss of UML files when performing the data collection process. First,
our collection method, which made use of a number of heuristic filters, might
overlook potential UML files which are not complying with searching terms and
file-type list. Second, limitations of the materials that were used to collect data
could probably cause the loss of potential UML models (false-negatives) or the
inclusion of files that do not actually contain UML (false-positives) Examples of
such the limitations are: out-dated GHTorrent SQL dump, incorrect detection
of UML images and the limit of 5000 hits/hour of GitHub API. We partly
mitigate these threats by adding a manual check (validation) to the process.

Research question RQ2 is intended to achieve understanding of the way
UML is used in OSS projects. Answer to RQ2 is drawn from a quantitative
analysis on a set of 21 316 UML models from 3 295 (from 10% of all GitHub
repositories). There are threats that could affect to the construct validity
of this answer. In particular, the loss of potential UML files might affect to
this analysis in the sense that it could make us underestimate the number
of projects with UML models and the number of UML models. Being aware
about this, we focus on getting a descriptive overview of various aspects of
the use of UML in GitHub projects and avoid giving statistic conclusion. We
expect no systematic bias concerning the aspects that we investigated.

Research question RQ3 aims at revealing the rationales behind the use of
UML and impacts of using UML in OSS projects. Answer to this question is
drawn from survey responses of 485 developers in 458 different GitHub projects
that use UML. There is a threat to internal validity. We focus on projects that
do use UML only, to ensure that questioned developers have the experience
of working in a project with UML. To ensure those persons that prefer to
not use UML are not underrepresented, we sent the questionnaire not just to
persons who manipulated UML, but also to contributors who did not change
or introduce UML files (NUCs). Therefore, we believe that our findings still
provide valuable insights.

Research question RQ4 aims to provide implications for UML use. Answer
to this research question is built on understanding about UML use (RQ2)
and impacts of using UML (RQ3). Therefore, we could expect threats to
validity from both answers to RQ2 and RQ3. However, given these threats
are mitigated when answering RQ2 and RQ3, we believe that the posed
implications are still valid and significant.

Finally, answers to all research questions have threats to external validity.
In particular, data in this research was only taken from GitHub, but not other
OSS hosts/platforms such as SourceForge, Google Code, etc. As they differ to
each other in terms of size, functionality, users and users behaviors, there is a
threat that answers for questions RQ1, RQ2, RQ3 and RQ4 might not be
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generalized to other platforms. It is possible that UML is used in a different
manner within projects at other platforms. However, as GitHub is one of the
biggest player in the field, we strongly believe that our investigation gives
valuable insights to a majority of the OSS community.

1.6 Future Work

In section 1.6.1, 1.6.2 and 1.6.3, we discuss possible extensions of current
findings towards the pyramid of goals of the PhD study. We suggest directions
that we might not explore ourselves because of scope of this PhD study, but
now become possible with our dataset in section 1.6.4.

1.6.1 Curating the dataset

In this Licentiate thesis, we achieved Goal 1.1 by establishing a dataset of
over 24 000 GitHub projects that use UML and a semi-automated process for
identifying them. The dataset allows us to perform different studies regarding
UML use in OSS projects (as in Paper B and C).

One lesson learned from performing paper B and C is that the projects
in the dataset differ from each other in terms of size, active time, number of
contributors, quality of UML models as well as source code. This is due to
the fact that GitHub is an open space where anyone could create their own
projects for very different purposes. Therefore, it will be necessary to curate
our dataset in the future. This can be done by several ways.

Using image processing techniques. A large amount of UML models
in our dataset are stored in image formats (57 822 models/93 596 models -
61.7%). These models will probably consume the majority of manual effort when
curating the dataset. We believe that image recognition techniques will improve
in future and will help automate this task. For example, text recognition could
be used to detect names and contents of different elements/components of UML
diagrams. Image processing features extracted from UML diagram images can
be used for classifying: reverse engineered diagrams vs forward design diagrams;
layered layout vs non-layered layout (of diagrams), etc.

Extending the dataset. We plan to extend the dataset in the future by
collecting all file types that might contain UML models, i.e. tool-specific file
types such as .plantuml, .argo, .dia and documentation files such as .pdf, .docx,
.doc. Similarly, software models that are not conforming the UML standard,
such as SysML, Capella models can be added to the dataset.

The dataset can also be extended by involving more industrial cases. Cur-
rently, we can see in our dataset a number of industrial projects such as the
ones by HP Helion ? or Azure 4. These cases will allow us to see how UML is
used in a mixed settings of OSS and industrial culture.

3https://github.com/hphelion
‘https://github.com/ashimaabrol/azure-content
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Enriching the dataset by annotations. It is not just future extensions
that will make the dataset more valuable, but also annotations that can bring
significant value to the dataset. Annotations can be made at projects and
models levels. For example, at the project level, annotations about “project
license”, “business domain”, the “goals of project when using models” (for
design or documentation), “general impacts of using UML” can be employed.

At the models level, annotations on the type, layout style of the UML
model, tools that was used to generate the model, general role of the model,
quality of the model, etc. could be very beneficial.

Manual annotating is known as a time-consuming and prone-to-human-error
process. In the future, we aim at building automated taggers for this task,
starting from basic annotations such as type and layout-style of UML models.

1.6.2 Extending understanding about UML use: success
and failure factors

Within this Licentiate thesis, we achieved goal G2.1 by performing quantitative
and qualitative analyses on the use of UML and impact of using UML in
GitHub projects. As a step further, goal G2.2 aims at eliciting success and
failure factors of UML use. Toward this goal, we would think of several research
possibilities as follow.

Impacts of UML. Paper C reveals impacts of UML to new OSS contributors
and changes in working styles. However, we were unable to see the how UML
models affect the actual implementation of the system. Therefore, a possible
next step is to study in more general how the use of UML modeling impacts the
code structure and whether improvements in software quality and productivity
can be observed when UML is introduced.

Research has been conducted in this direction, such as the one by Karasneh
et al. [41]. They investigated if anti-patterns are propagated from models to
the code, by comparing anti-patterns found in UML models and source code of
10 OSS projects. Our dataset will probably bring more quantitative aspects to
research in the field.

UML use. Paper B and C discover some patterns of using UML as well as
the developer’s rationale behind the UML use. These findings can be extended
in several ways. One way is to conduct follow-up interviews to gain indeed
understanding about specific survey response(s). For example, it is interesting
to know the communication methods in which UML models were discussed,
the CASE tools that were used.

The other extension is to ”learn” characteristics of UML model that were
successfully used in OSS projects. For example, what model layouts developers
use and what average size models have. “Learning” can be done via both
manual observations and machine learning.

In addition, studying UML that occurs in images can also deliver hints on
needs that OSS developers have for visual highlighting strategies. In particular,
during manual check of the image set, we have seen diagrams that were colored
and highlighted. Those diagrams might possibly be “important ones” as well.
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Figure 1.8: Examples of highlighted UML diagrams - Source: GitHub repos

Figure 1.8 shows examples of three highlighted diagrams from three GitHub
projects.

Moreover, due to the availability of UML models (and projects that they
belong to), we can be able to study how UML models and other artifacts (such
as source code, bug-reports, issues, etc.) related to each other. For example,
we know from the survey responses in paper C that UML models are (partly)
adopted during implementation phase but we do not know how strictly models
are implemented, or to what extent models abstract the code.

Assessment of quality of UML models. One aspect that can affect UML
use/adoption is the quality of UML models. This is the case in one of the
surveyed projects in Paper C. The founder of the GitHub project answered
“I feel that it depends on two things: ... and how elegantly and interesting
the models was structured” as for reason(s) why UML models attracted new
contributors to his/her project. We see a need for evaluating the quality of
UML model and studying its impacts to UML use in software projects.

Evaluating quality of UML models could allow us to classify UML models
by different quality aspects. Furthermore, knowing the quality of a UML model,
we will be able to provide recommendations on how to improve the model. At
the project level, understanding the quality of UML models of a project could
enable to identify the need for actions for quality improvement.

One way to evaluate quality of UML models is to use quality models such
as [42-46]. Figure 1.9 shows the relationship between chrateristics of quality
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of UML and various software metrics and rules proposed by Lange et al. [42].
Accordingly, communicativeness of a UML model can be measure by calculating
the depth of inheritance tree (DIT) of the model.
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Figure 1.9: Mapping of model quality chracteristics and software metrics.
Source: Table 5, paper [42]

1.6.3 Building guidelines for UML use

In paper C, we provide implications for UML use, targeted software practitioners
and educators. In the future, we aim at building guidelines which have the
following properties:

Content. Guidelines will be provided to specific subjects based on two
sources of understanding: i) understanding about common practices of UML
use/adoption observed from a large number of software projects; and ii) un-
derstanding about the subjects (individuals or teams/companies) in terms
of current use of UML, expected level of UML adoption. The guidelines are
expected to cover:

e Methods to assess current status of UML use within a software develop-
ment team/project. This will be provided in form of a check list or an
analytical tool;

e Common mistakes on applying UML;

e Success stories of applying UML in a software projects;
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Characteristics. First, the guidelines should be actionable. Each guide-
line should contain the following parts: i) Targeted subjects (individuals or
teams/companies); ii) Targeted context and problem; iii) Expected outcomes;
iv) Guideline in action; v) Common mistakes; vi) Examples from real-life
projects.

Second, guidelines should be evidence-based. All guidelines can be traced
back to empirical studies and real-life software projects that support them.

1.6.4 Other directions

Our dataset comprises a large number of UML models and meta-data of the
projects that they belong to. This dataset is expected to be a valuable source
for empirical research in the field, such as designcode traceability, software
quality assurance, etc. Below, we present two general cases where our dataset
could be useful:

Evaluation of scientific approaches and modeling tools. Constructive
research on software modeling often has the problem that there are not enough
real cases of models to evaluate newly developed approaches and techniques.
Currently, this limitation is worked around on the basis of toy examples or
artificially generated models. In exceptional cases, researchers are allowed to use
obfuscated industrial models or models created with the help of practitioners
for the purpose of the evaluation [47]. Our dataset provides real cases of UML
models in machine readable form. Professional tool vendors, who provide case
tools for modeling, might be able to use the dataset to test new features on
real data e.g. layout generation.

UML for education. Software modeling and UML have been taught at
Universities for long time. Novice software designers or students struggle with
different problems during their training tasks or first software development
assignments [48-50]. A recent research by Karasneh et al. shows that using
examples could help students who are novices with UML modeling to create
better designs [51]. This is aligned with our implication for university teachers
in paper C, that teachers should promote students to consume UML models
before creating models. Our dataset provides UML models in their real-life
settings. Teachers and students can therefore use this dataset as a basis to
discuss and explore not only UML syntax but also its use.
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Abstract

Graphical modelling of various aspects of software and systems is a common
part of software development. UML is the de-facto standard for various types of
software models. To be able to research UML, academia needs to have a corpus
of UML models. For building such a database, an automated system that
has the ability to classify UML class diagram images would be very beneficial,
since a large portion of UML class diagrams (UML CDs) is available as images
on the Internet. In this study, we propose 23 image-features and investigate
the use of these features for the purpose of classifying UML CD images. We
analyse the performance of the features and assess their contribution based on
their Information Gain Attribute Evaluation scores. We study specificity and
sensitivity scores of six classification algorithms on a set of 1300 images. We
found that 19 out of 23 introduced features can be considered as influential
predictors for classifying UML CD images. Through the six algorithms, the
prediction rate achieves nearly 96% correctness for UML-CD and 91% of
correctness for non-UML CD.

Keywords: Software Engineering; UML; UML class diagram; classification;
machine learning; feature extraction.
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2.1 Introduction

In software development, UML class diagrams (CD) are used to design and
illustrate the structure of software. They are a very important tool when
engineers need to understand the basic structure of a system, e.g. when a
new engineer, that is unfamiliar with a system, needs to maintain it. UML
CDs are becoming ever more prevalent within industry and academia, where
model-driven development is becoming a common practice, and it is widely
agreed that they have become an integral part [52,53]. Accordingly, studying
UML models and sharing of modeling artefacts [54] is an emerging need in
recent years. In order to facilitate this need, a set of UML models should
be collected in some forms of repository. Recently, both commercial UML
repositories [55,56] as well as general model repositories [19] have been built. B.
Karasneh et.al [20,57,58] proposed an automated system (named Img2UML),
which has the ability to extract UML CDs from images and share these via an
online repository.

Among these repositories, enriching the one in [57] is easier, because a large
portion of UML CDs is available as images on the Internet. However, the
problem is that the automated collection of images needs a classifier to identify
which image is related or not. We consider two scenarios where the classifier
could be very useful:

e Users want to share their UML diagrams in image formats to the reposi-
tory; and

e Automatic collection of images from various online sources into the
repository. We think about several types of sources: image crawler (e.g.
Google Image Search); shared image sets (from academia), etc.

Creation of such a classifier will bring a significant opportunity to automate
the repositorys collection phase. That is our main motivation to conduct this
research.

Research Problem. This paper specifically aims at providing suitable fea-
tures and classification algorithms to decide which images should be considered
as UML CDs and which images should be left out. The classifier operates
by extracting relevant information about the image and processing that infor-
mation with a machine learner. The classifier is expected to have ability of
inclusion of UML CD images and exclusion of non-UML CD images. Among
these tasks, eliminating non-UML CD images has greater value than including
UML CD images.

Since the input is images, information regarding UML CD that helps
classifying the images needs to be discovered through image processing. This
paper focusses on using basic image processing features as predictors (input
variables used by the classification algorithm). The advantage of using the
features is that these can be obtained very fast with little effort. This fits our
objective of creating a fast method that will be of practical use to automated
classification system.

We analyse the predictive power of the features to discover the influence
of individual feature on the performance of the classifier. On the other hand,
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to find the most suitable set of features, we prepare some sets of features and
evaluating their classification performance.

In addition, with the aim at finding the most suitable classification algorithm,
we make a comparison between candidate algorithms based on their classification
performance. Costa et.al [59] investigated a range of measures that can be
used for evaluating classification performance. In this study, the measures are
specifically related to algorithms ability to eliminate non-UML CDs.

Contribution. The contributions of this study are as below:

e Proposal of a set of features for UML CD inclusion/exclusion prediction.
It consists of 23 features formulated from the image processing properties.
The performance of the features is considered as their importance to the
classifier. The suitability of four subsets of features is discovered as well.

e Evaluation on classification performance of six algorithms in terms of
classifying accuracy and robustness. Candidate set of algorithms includes:
J48 Decision Tree, Logistic Regression, Decision Tables, Random Forests

and SVM, and REP Tree.

e Our dataset including images together with the list of extracted features
are freely provided in order for researchers to test and make comparisons.

The remainder of this paper is structured as follow: Section 2.2 discusses
the related research and section 2.3 indicates research questions. Section 2.4
explains the approach while section 2.5 describes the experiment. We present
the analysis of results in section 2.6. Section 2.7 discusses our findings and
section 2.8 ends with conclusions and future work.

2.2 Related Work

Recognition of special types of graphics is an area of intensive research. A
survey of diagrams recognition and treatment can be found in [60]. UML CDs
are a type of diagram that graphically represents classes and their relationships
to one another. The majority of existing approaches to UML diagram image
classification and understanding were developed within the scenario of image
feature extraction. This section is aimed at discussing prior research on the
topic, with focus on the fields of image classification and UML diagram feature
extraction.

2.2.1 Image classification

Image classification refers to the labelling of images into one of a number
of predefined categories. D. Lu et.al. [61] introduced major steps for image
classification process. The steps may include 1) Selection of training samples; 2)
Image pre-processing; 3) feature extraction; 4) Selection of suitable classification
approaches and 5) Classification performance assessment. In this study, we
follow these steps to build our classifier.

Much research has been done in this field, especially for classifying remote-
sensing images [62]. With regards to diagrams, chart image classification seems
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to be one of the most concerned topic [63]. However, until now (to the best of
our knowledge) there is no study about classifying UML class diagram images.

2.2.2 Diagram feature extraction

Recently, research has been conducted in this field of study, varying in method
and approach. B. Messmer et.al. [64] proposed a system for recognizing and
automatic learning of sketched graphic symbols in engineering drawings. The
objective of this research is to combine pattern recognition techniques with
machine learning concepts in order to be able to learn and recognize new
symbols in engineering diagrams. In [65-67], a range of methods for online
recognition of entirely hand drawn UML diagrams were introduced. However,
since the methods were used information regarding the movement of drawing,
which are not available in images, sketching tools cannot be carried over to
recognizing UML models in final/static images.

L. Fu et.al. [68] presented a method for converting image based engineering
diagrams (including UML models) into attributed graphs which can be used
for content-based retrieval.

B. Karasneh et.al. [58] proposed a tool to extract class diagrams from
computer-generated images. The tool recognizes UML class diagram properties
and translates them into XMI format. Geometric-based feature as well as
texture features were detected.

2.3 Research Questions

This section describes our main research question and three sub-questions. The
main question of this research is as follows: How can classification of UML
class diagram images be automated?

In order to answer this question, these sub-questions need to be figured out:

RQ1. What is the performance of image processing features in predicting
the presence of UML CD?

RQ2. What is the performance of the classification algorithms in using the
features as predictors?

RQ3. Which subset of the proposed features performs the best in classifying
UML CDs?

2.4 Approach

In this section, we describe our approach in conducting this experiment.

2.4.1 Overall framework

The overall framework of this experiment is shown in Figure 2.1. To achieve
the classifier, we use a machine learning approach.

Input for the process are images (Step 1). The images are then processed
by applying a number of sub processes (Step 2) which can be listed as: Recog-
nising contours and shapes; Recognising lines; and joining lines in form of
UML connections. Additionally, to avoid prolonged processing time on complex
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Figure 2.1: Overall framework

photographs, images have to pass a pre-check before being processed. Sec-
tion 2.4.2 describes the process in details. The outputs of the process are basic
characteristics of detected objects (such as size, area, etc.).

In the feature extraction phase (Step 3), information received from the
previous step is calculated into 23 invented features/metrics. The output data
of the process is represented as float numbers and is much more complicated
when metrics comparing with its input data. Detailed information about the
features is described in Section 2.4.3.

The features are then used as input data for a UML class diagram classifier
(Step 4), which was trained by using our 1300-image-set in conjunction with
classification algorithms. The processes of training and predicting is also
discussed in the section 2.4.4.

Finally, at the end of the above steps (Step 5), we evaluate performance of
the said features and algorithms.

2.4.2 Image processing

This sub-section shows how we process an input image for the purpose of
extracting features. The process includes two main phases as follow:

Pre-check. In order to avoid prolonged processing time on complex pho-
tographs, images have to pass a pre-check before being processed as follows:

e The most used colour in the image has to cover at least 10

e The images colour-histogram median value must be above 100.

Image processing. Shape and line extraction is carried out using three
external algorithms: Hough transform (HT) [69]; Suzuki85 (S85) [70]; and
RamerDouglasPeucker (RDP) [71]. The contours that 585 finds are used to
find various shapes and are subsequently broken down into straight lines. Using
the algorithm in conjunction with HT leads to better detection of lines. The
lines are then processed, so that horizontal and vertical lines, that are on the
same axes and represent the same line, are joined together into a single line.
Rectangles that are not caught by using S85 are then extracted by finding
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horizontal lines that are parallel and in the same position on the x-axis, and
have the same two vertical lines intersecting them on each end. RDP is used
to find different types of polygon: rectangles, rhombuses, triangles and ellipses.

TP

i

D. Joined lines #1 E. Joined lines #2 F. Extracted elements

Figure 2.2: Image processing

Figure 2.2 shows the basic steps of the image processing. As can be seen in
picture B in Figure 2.2, with HT, many of the rectangle lines are not extracted,
or the extracted lines are segmented and/or incomplete. Such lines make it
very difficult to find the rectangles in the image. S85 returns an unlimited
amount of points in each contour. The extracted contours from S85 can be
seen in picture C. By examining that picture, it is apparent that the algorithm
catches more of the lines than HT. The lines are joined in three phases:

(1) The contours that are found are split into lines, and horizontal and
vertical lines are extracted;

(2) Horizontal and vertical lines that HT finds are collected and joined with
(L)

(3) Lines, found by HT, that are not vertical or horizontal are collected and
joined with (1).

After the phases (1) and (2) (picture D), rectangles are collected through
the above-mentioned method. After the rectangles have been collected, phase
(3) (joining lines; picture E) is conducted, and then all lines within shapes are
removed, results in picture F.

2.4.3 Feature extraction

As a diagram, a UML CD image can be distinguished from other images by
detecting diagrams main characteristics such as lines, rectangles, number of
colours, etc. The task becomes more complicated when recognising UML CD
from another type of (engineering) diagram. This section explains the problems
and describes the features we extract for solving this classification problem in
detail.
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2.4.3.1 Which features set UML CD apart from other diagrams?
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Figure 2.3: Diagram examples.
(1) UML Class diagram; (2) UML Sequence diagram; (3) Flow chart; (4)
E/R model

Diagrams come in all shapes and forms (Figure 2.3), and for this reason, it
was important to consider not only CDs, but also other different but similar
diagrams such as Entityrelationship models (E/R), UML Sequence diagrams
and Flowcharts amongst others, when finding the right features.

Three key factors that can be used to describe UML CDs are: (1) Classes,
in the form of rectangles; (2) the classes are related to each other in the form of
connecting lines; and (3) the classes are divided into sections with the name of
the class, attributes and operations. The 3rd describing factor is, though, not
universal. It does not apply to all classes within the diagram, but in almost
all UML CDs there are classes divided in this manner. As can be seen in
Figure 1, the 1st and 2nd of the defined characteristics of UML Class diagrams
can apply to many types of diagrams or charts. Because of that it was also
important to extract more information from the image, than only information
that is descriptive of CD. As a result, other geometrical shapes (i.e. ellipses,
rhombuses, and triangles) and statistical metrics (e.g. distribution of shapes)
had to be extracted as well.

In order to obtain a general solution, we considered it important that the
input images cover wide ranges of sizes, colours and number of objects. In
order to make our features comparable, we use normalisation: all extracted
features are represented in the form of ratios and percentages.

2.4.3.2 Extraction features in details

There are 23 features that are calculated from image processing images. Ta-
ble 2.1 describes the features in details.



Table 2.1: Extracted Features

Feat. | Name Description
Fo1 Rectangles portion of image, % | Dividing the sum of the area of all the rectangles with the area of the image
F02 Rectangle size variation, ratio Dividing the rectangle size standard deviation with the rectangle average size
Fo3 The image is divided into four equally sized sections and the area of the rects
_06 Rectangle distribution, % inside the sections is then divided by the total area of the rects. The 4 sections
sum up to 100%
. Calculated by counting all rectangles that are connected to at least one rect.,
Fo7 Rectangle connections, % and dividing};hat num%oer by the %otal amount of rectangles in the image
FO8 The rectangles are split into three groups, with rectangles that have: no dividing
10 Rectangle dividing lines, % lines (F08); one or two dividing lines (F09); or three or more dividing lines (F10).
This produces 03 numbers that represent the percentage of rects. within each group
. Sides of rectangles, horizontal (F11) and vertical (F12), that are aligned with sides
Fil Rect.angles hormontal}y/ of other rectaniles are counted(. Th)e numbers are(divizied with the iumber of detected
F12 vertically aligned, ratio . . .. . . . .
rect. in the image, resulting in two ratios on rect. horizontal & vertical alignments
F13 | Average horizontal/ Average size of horizontal (F13) and vertical (F14) lines that are larger than 2/3 of the
F14 vertical line size, ratio images width or height, divided by the images width or height, respectively
F15 Parent rectangles in Rectangles that have rectangles within them can possibly be packages. This feature is
parent rectangles, % the percentage of the area of those parent rectangles that is within other parent rects.
F16 Rectangles in rectangles, % This is calculated in the same manner as F15, but with rects., instead of parent rects.
F17 Rectangles height-width ratio The average ratio between the height of the rectangles and the width of the rects.
F18 Geometrical shapes portion The same as F01, but with rhombuses, triangles and ellipses
Lines connecting geometrical The number of connecting lines from shapes, other than rectangles, divided by the
F19 . . .
shapes, ratio number of detected shapes in the image
F20 Noise, % Detected lines that are outside of rectangles, divided by the number of all lines
F21 Three most frequent colours in the image are found. Then a percentage out of all
Colour frequency, % . .
-23 appearing colours is found for the three colours
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2.4.4 UML CD classification

This subsection explains how we choose a classifier. The process includes two
main tasks: 1) Choosing the most suitable classification algorithm; 2) Training
for the classifier with the chosen algorithm. The influence of extracted features
and correlation-based feature-sets are discovered as well.

2.4.4.1 Choosing the most suitable classification algorithm

We selected the algorithms that represent different approaches in classifica-
tion. The six classification algorithms are listed as: (1) Decision Table (DT);
(2) Random Forest (RF); (3) Support Vector Machine (SVM); (4) Logistic
Regression (LR); (5) REP-Tree (RT) and (6) J48 Decision Tree (J48) [40].

At first, we use Information Gain Attribute Evaluator (InfoGain) to find out
the influence of extracted features. Secondly, by applying the Correlation-base
feature selection (CFS) algorithm described in [72] on the extracted features,
we prepared several sets of predictors. The set of predictors used for this
evaluation are top 3, top 6, top 9 and top-all of most suitable features. Then,
we apply these sets of features to all classification algorithms to get their
false-positive (FP) and true-positive (TP) rates on our dataset.

2.4.4.2 Training classifier

This sub-section shows the phase of training the UML CD classifier. To that
end, we use our 1300-image-set as training data and a supervised learning
approach. The collection of the image-set and configurations for training and
testing set are described in 2.5.1 and 2.5.3, respectively.

(a) Training

features (f, ..., fn)

Machine leaming
algorithm(s)

Feature
extracton

1
T

(b) Testing produces

YES

Dataset Feature Classifier
extraction

NO

Figure 2.4: Supervised classification - (a) Training phase; (b) Predicting phase

As shown in the Figure 2.4, during the training phase, the feature extraction
is to convert each input image to a feature set as mentioned in section 2.4.3.
Feature sets are then inputted into the chosen machine learning algorithm to
train a model. During the prediction phase, the same feature extraction is
applied to the test data, and the extracted feature sets are input into the model
to generate the predicted labels.
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2.4.5 Analyse Result

The InfoGain measures and the FP and TP rates from the classification process
are analysed. We compare the performance of the evaluated classification
algorithms across all datasets. The detailed analysis is demonstrated in the
section 2.6 of this paper.

2.5 Experiment Description

This section explains the dataset that we used in this study and the evaluation
measure for analysing the results.

2.5.1 Dataset

The images that were used for training machine leaner collected by using Google
Image Search. The image collection consisted of two separate accumulation
phases: collecting images that represented CDs; and collecting non-CD images
and images that represented similar diagrams.

To search for CDs the phrase UML Class diagram was used. Various types
of diagram such as blueprint, sequence diagram, chart, flow chart, E/R model,
and architectural diagram were found by their corresponded phrases.

It was verified that no duplicates are in the set. The end-result was a
collection of 650 UML CDs and 650 non-UML diagrams (1300 images in total).
The non-UML images include 60 sequence diagrams, 34 use-cases, 61 ER
diagrams, 80 architectural diagrams and 155 charts. Our dataset together
with the results that are presented later in the paper can be found online via:
http://bitly.com/dtsUMLClassifier.

2.5.2 Evaluation measures

This subsection describes the evaluation measures used in this experiment. The
evaluation measures are the following:

2.5.2.1 Features Predictive Performance

In order to measure predictive performance of extracted features we uses the
information gain with respect to the class.

The Information Gain Attribute Evaluation (InfoGain Attribute Evaluation)
is a method that evaluates the worth of an attribute by measuring the infor-
mation gain with respect to the class [73]. This method is able to evaluate the
predictive power of an attribute (an extracted feature in our case). Accordingly,
we use the method to identify the influence of a feature in UML CD prediction.
The InfoGain Attribute Evaluation produce a value from 0 to 1 in which a
higher value indicates a stronger influence.

2.5.2.2 Classification Algorithm Performance

We use a confusion matrix to evaluate the machine learning classification
algorithms. Table 2.2 shows a confusion matrix. In this table, for the case of
the actual data is positive (Y), TP represents the number of correct predictions
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(true positive) and FN represents the number of incorrect predictions (false
negative) by the classification algorithms. In the case of the actual data is
negative (N), FP represents the incorrect predictions (false positive) while TN
represents correct predictions (true negative).

Table 2.2: Confusion matrix

Actual | Prediction Result
Result | Y N

Y TP FN

N FP TN

We use Sensitivity and Specificity to evaluate the performance of classifica-
tion algorithms. Sensitivity (or True Positive Rate) measures the proportion of
images, which actually are UML CDs, are correctly identified as UML CDs.
Specificity (or True Negative Rate) denotes the proportion of actual non-UML
CD images that are correctly classified as non-UML CDs. In other words, while
specificity represents the ability of excluding non-UML CD images, sensitivity
represents the ability of including UML CD images. The two metrics are
calculated from the confusion matrix as below:

specificity = TNR = % ; sensitivity = TPR = TPZ%

For our purpose, the exclusion of non-UML CDs is more important than the
inclusion of UML CDs. As a result, specificity is considered more important
than sensitivity. The two measures range from 0% to 100%. The higher the
value of the measures, the better classification algorithm.

2.5.3 Experiment settings

This subsection describes the experiment setting in this study. We choose
10-fold cross-validation [74] for performance evaluation where all images are
randomly split into ten exclusive folds. For each of the ten experiments,
typically a single fold is retained as a validation data, and the remaining nine
folds are used as training data. The default settings suggested from WEKA
were used for classification algorithms.

2.6 Analysis Of Results

This section describes the analysis of results. Every subsection is presented to
answer the questions specified in Section 2.3.

2.6.1 RQ1: Influence of features

The overall results for this evaluation are illustrated in Table 2.3 in which
features are sorted by descending order of InfoGain values.

Overall, 19 out of 23 proposed features are considered as influential pre-
dictors (InfoGain value § 0) for classifying UML CD images. F09 and F08
(ranked first and fifth respectively) are features formulated by calculating
splitting lines in the rectangle. Thus, this result shows that splitting lines
the rectangle gives a high impact in predicting class diagrams from images.
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Table 2.3: Information Gain

No. | Features | Value || No. | Features | Value
1 F09 0.473 13 F18 0.111
2 F20 0.433 14 F14 0.086
3 FO1 0.374 15 F10 0.07
4 F13 0.352 16 F21 0.055
5 FO8 0.306 17 F19 0.052
6 F02 0.302 18 F22 0.039
7 FO7 0.255 19 F15 0.008
8 F04 0.241 20 F23 0
9 FO05 0.227 21 F16 0
10 FO3 0.208 22 F12 0
11 F06 0.206 23 F11 0
12 F17 0.201
Note: Features that have InfoGain value greater than 0 are
highlighted

Another important feature is F'20, which is defined to eliminate those images
that have too much information outside rectangles. Also, F0I (ranked third)
which denotes rectangle coverage, is one of the most vital features.

F23, F16, F12 and F11 have a trivial impact on the classification. Thus,
these features are then omitted from the feature-set.

2.6.2 RQ2: Classification algorithms performance

The classification algorithms were evaluated by measuring specificity and
sensitivity over 10 runs for the feature set.

Table 2.4: Specificity and Sensitivity Scores

SVM | RF J48 LR RT DT
0.89 | 0.904 | 0.901 | 0.914 | 0.901 | 0.895
0.04 | 0.04 | 0.04 | 0.03 | 0.04 | 0.04
0.924 [ 0.959 | 0.925 | 0.902 | 0.92 | 0.919
0.04 | 0.03 | 0.03 | 0.04 | 0.04 | 0.04

Spec.

Sens.

Table 2.5: Confusion matrix Logistic Regression Classification

Actual | Prediction Result
Result | Y N

Y 596 54

N 63 587

Table 2.4 shows the evaluation result. The first row and the second row
show specificity score and sensitivity score, respectively. Followers are their
standard deviation.
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As can be seen in the Table IV, in term of sensitivity, Random Forest shows
an excellent result with almost 96% UML CDs images were correctly classified.
This follows with J/8 and SVM with 92.5% and 92% respectively.

On the other hand, in term of specificity. LR performed the best with
91.4% of correctly classified non-UML CDs images. SVM performed the worst
specificity with 89%.

The results also show that the standard deviation on the results are rela-
tively small (0.01- 0.05) that indicate the results are considered reliable (small
variation). In summary, LR performs the best in term of eliminating non-UML
CD images. Accordingly, LR is considered as the best classification algorithm
for our classifier with mentioned-extraction features.

The confusion matrix in Table 2.5 illustrates the classification result gener-
ated by applying the LR classifier to our dataset. From total of 1300 images,
1183 images were classified correctly. 596 out of 650 UML CD images were
correctly predicted as UML CDs. Also 587 out of 650 non-UML CD images
were correctly recommended as non-UML CDs. On the other hand, among 117
incorrectly classified images, there was 54 false positives (predicted as UML
CDs, but actually non-UML CDs) and 63 false negatives.

2.6.3 RQ3: Set of features Performance

In this subsection, we describe the sets of features that were used as candidate
dataset and the comparison between these sets in terms of the performance that
classification algorithms can reach on them. Again, specificity and sensitivity
are the two measures that are used to evaluate the performance of the feature
set.

For this evaluation, we form four feature-sets by grouping the features into
3, 6, 9 and all features. For groups of feature that have 3, 6, and 9 features, we
used Correlation-based Feature Selection (CFS) Evaluator to select the suitable
features. These sets are as follows:

e Feature set 0 (FS0) = All features

e Feature set 1 (FS1) = F01, F09, F13

e Feature set 2 (FS2) = F01, F02, F09, F13, F18, F20

e Feature set 3 (FS3) = F01, F02, F06, F07, F08, F09, F13, F18, F20

As can be seen in Table 2.6, the set of all feature (F.S0) shows a more positive
result compared with other sets in almost of all classification algorithms. Two
out of six classification algorithms gained the best result on both specificity and
sensitivity scores with the set of all features. With regards to specificity score,
FS0 is the most suitable feature-set for SVM, LR and DT, while RF, J48 and
DT perform the best on the 6-feature-set (FS2). In terms of sensitivity, F.S0
is considerably higher than other sets as it is the best choice for 4 algorithms.

With focus on the best algorithm (Logistic Regression) that is analysed
above, FS0 is the best choice in both specificity and sensitivity, at 91.4% and
90.2%, respectively.
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Table 2.6: Specificity and Sensitivity Scores Across Datasets

SVM RF J48 LR RT DT
0.890 + 0.904 0.901 0.914 + 0.901 0.895 +
0.924 * | 0.959 * | 0.925* | 0.902 * 0.92 0.919
0.873 0.898 0.908 0.861 0.903 0.895 +

FSo

FS1 0.839 0.926 0.92 0.858 0.919 0.921 *

FS2 0.874 | 0.907 + | 0.916 + 0.882 0.905 0.895 +
0.894 0.947 0.922 0.853 0.924 * 0.919

FS3 0.885 0.906 0.908 0.901 0.907 + | 0.895 +

0.915 0.949 0.925 * 0.892 0.922 0.919

Note: For each feature set: The first row is specificity and the second row is
sensitivity cells that have highest value across all algorithms are highlighted
as yellow and orange, respectively. For each algorithm: cells that have highest
specificity and sensitivity are marked + and *, respectively.

2.7 Discussion

In this section, we summarize and explain the result in the previous section.
We also explain the threats to validity of this study.

2.7.1 Image Processing Time

The image processing and input image-set are described in the Section 2.4.2
and Section 2.5.1, respectively. Overall, the average processing time is 5.84
seconds per image. Those images that have big sizes and large amounts of lines
need much time to be processed.

In order to discover extraction times dependence on images size and number
of lines, we use Pearsons correlation tests. Obtained results show that there is
a moderate relationship between execution time and images pixel size (corr. =
0.535). Meanwhile, execution time has a relatively high correlation, at 0.85,
with the number of lines. Figure 2.6 indicates the relationship along with its
linear model.

300
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Figure 2.5: Relationship between exec. time and number of extraction lines

As the above discussion attests, processing on architectural diagrams, maps
and blueprints might take a lot of time and system resource. Among the 4 most
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Figure 2.6: The most time-consuming cases
(t) extraction time; (n) no. of extraction lines; (s) image size in pixel

time-consuming images showed in the Figure 2.6, only the 2nd one is a UML CD.
Therefore, an early recognition of such the images will significantly decrease
the execution time. It can be done by applying template-based matching and
image pyramids [75].

2.7.2 Image Processing Features Performance

Table 2.7 shows the prediction performance of the six classification algorithms
using the features. The classification performance ranges from 89% to 91.4% in
terms of specificity and from 90.2% to 95.9% in terms of sensitivity. Therefore,
we are certain that the proposed features are suitable for classifying UML
diagram based on the input images.

The four features whose InfoGain values equal 0 can be considered of
too small of influence and can be excluded from the feature set. We check
this exclusion by comparing the performance of the classification algorithms
on the two features sets: one is full-feature set (so called FS23), and the
other is the reduced-feature set (so called FS19). The result is shown on
Table 2.7 explicitly shows that the exclusion helps the classification algorithms
to improve their performance of eliminating non-UML CDs. Comparing with
FS523, while sensitivity scores recorded on FS19 slightly decrease with at most
0.2% through all algorithms, specificity values increase from 0.2% to 0.7% on 3
out of 6 algorithms.

Table 2.7: Comparision between FS23 and FS19

SVM | RF J48 LR RT DT
FS23 0.895 | 0.902 | 0.901 | 0.906 | 0.899 | 0.898
0.929 | 0.961 | 0.927 | 0.903 | 0.92 | 0.919
FS19 0.89 | 0.904 | 0.901 | 0.914 | 0.901 | 0.895
0.924 | 0.959 | 0.925 | 0.902 | 0.92 | 0.919

On the other hand, results from Table III show that features which relate to
classs geometric shapes are the most powerful. 8 out of 10 top placed features
are about rectangles (distribution, divided lines inside). The two other features
are related to connecting lines and information outside rectangles.
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2.7.3 Classification Algorithms

The results show that LR is a suitable classification algorithm in this study as
it produces the best specificity score. However, as can be seen from Table 2.7,
LR is not the best classification algorithm for all feature sets. There is a
remarkable decrease when applying LR on FS1, as its sensitivity is 5.3% less
than FS0. The most suitable algorithm for FS1, FS2 and FS3 is J48 Decision
Tree whose specificity scores ranges from 90.8% to 91.6%.

In term of sensitivity, RF maintains its first rank and a reliable performance
through all feature sets. Its sensitivity scores range from 94.7% to 95.9% with
a small standard deviation at 3%. From this analysis, we can conclude that
RF is the most suitable algorithm for detecting the UML CDs.

2.7.4 Threats to validity
2.7.4.1 Threats to Internal Validity

Image processing phase is done by applying a process mentioned in the sec-
tion 2.4.2. However, the process itself has some weakness which is formed by
HT, S85, RDPs disadvantages [76]. The weakness may causes misdetection
of classes and connecting lines. Accordingly, the features that are extracted
from the images may not be accurate. Picture F, Figure 2.2 is an example of a
misdetection: 2 classes are missing in the final step. Using the algorithms in
combination with line-segment merging/grouping algorithms such as [77,78]
should improve the weakness.

2.7.4.2 Threats to External Validity

The class diagrams that we used are collected from the Internet. We believe they
are representative for the syntactical representation used in various modeling
tools including generic drawing tools. One threat to validity is that we have not
included industrial class diagrams. In discussions about this research, people
claim these industrial diagrams could be larger in terms of number of classes
per diagram. On the other hand, our experience is that large diagrams are
decomposed into diagrams that consist of around 10 12 classes per diagram.

2.7.4.3 Threats to Construct Validity

To measure the classification algorithm performance, we use specificity and
sensitivity as our evaluation measures. Specificity and sensitivity can be
considered as standard measures in data mining [40]. Therefore, we believe
there is little threat to construct validity.

2.8 Conclusions and Future Work

This paper presents an automated classification method for images that rep-
resent UML Class diagram. To this end, we discuss features extracted from
images as input to the classifier for UML class diagrams. In this study, we
introduced 23 features that capture statistical and geometric characteristics of
diagrams. We find that using these metrics as predictors for the classification
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reaches 95.9% and 91.4% (respectively) of correct classification of input images
for UML CD and non-UML CD. For this study 1300 different images are col-
lected from the Internet through Google Image Search. We make this dataset
available as a benchmark.

We take a step further by examining the classification performance by
considering different sets of features. We find out that the full-feature set is
the most suitable predictors for most of all classification algorithms. However,
we argue that using the full-feature set leads to a time-consuming feature
extraction. Therefore, in order to speed up the classification, using other
smaller feature-set like FiS2 or FS3 have only a little lower correct prediction
rate, but are faster to compute.

We also study which classification algorithms perform the best on classifying
UML CDs. To do that, we calculate and compare their classification perfor-
mance based on the two measures specificity and sensitivity. Amongst these two
measures, specificity is in our case considered more important than sensitivity.
Logistic Regression is found to produce the highest correct predication rate, at
91.4%, on identifying non-UML CDs.

Evaluating the performance of classification through the feature sets allows
us to identify the most reliable classification algorithms. Random Forest is
the most reliable algorithm in term of detecting UML CDs. Meanwhile, J48
Decision Tree obtains top specificity score on 3 subsets of features.

For future work, we will try to improve the performance of the classifier
using features based on text-recognition. Another direction would be to try to
get a semantic understanding of the diagrams. This could for instance allow
the classifier to distinguish organizational charts from class diagrams even if
these organizational diagrams cannot formally be discriminated from UML CD
syntax.

Also, our classifier allows us to think about a UML CD Crawler which we
can use to build a larger collection of UML CDs. Moreover, we consider a
classifier for identifying UML sequence diagrams.
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Abstract

Context: While industrial use of UML was studied, little is known about
UML use in Free/Open Source Software (FOSS) projects.

Goal: We aim at systematically mining GitHub projects to answer the ques-
tion when models, if used, are created and updated throughout the whole
project’s life-span.

Method: We present a semi-automated approach to collect UML stored in
images, .xmi, and .uml files and scanned ten percent of all GitHub projects
(1,24 million). Our focus was on number and role of contributors that cre-
ated/updated models and the time span during which this happened.

Results: We identified and studied 21 316 UML diagrams within 3 295
projects.

Conclusion: Creating/updating of UML happens most often during a very
short phase at the project start. 12% of the distinct models occurred several
times. Duplicates are in average spread across 1,88 projects. Finally, we
contribute a list of GitHub projects that include UML files.

Keywords: UML, open source, free software, GitHub, mining software repos-
itories
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3.1 Introduction

The Unified modeling language (UML) provides the facility for software engi-
neers to specify, construct, visualize and document the artifacts of a software-
intensive system and to facilitate communication of ideas [79]. For commercial
software development, the use of UML has been introduced and commonly
accepted to be a prescribed part of a company-wide software development
process.

When it comes to Free/Open Source Software (FOSS) development, char-
acterized by dynamism and distributed workplaces, code remains the key
development artifact [32]. Little is known about the use of UML in open source.
Researchers in the area of modeling in software engineering have performed
some efforts to collect examples of models and of projects that use modelling.
However the results are often limited [14]. For example, the Repository for
Model Driven Development (ReMoDD) [19] is an initiative driven by an inter-
national consortium of leading researchers in the field of modeling. Nevertheless
its content is growing at a low rate: after 7 years (summer 2014) it contains
around 60 models. Industrial projects are very reluctant to share models
because they believe these reflect key intellectual property and or insight into
their state of IT-affairs.

Due to the so far limited success in identifying open source projects with
UML, many researchers (including the authors themselves at the start of this
study) are rather pessimistic finding much use of UML in open source projects.
Furthermore, since most open source platforms, such as GitHub, do not provide
facilities for model versioning, such as tools for model merging, we were even
more pessimistic about finding examples of UML models that were updated
over time.

The lack of available data is the reason why so far no answers could be
given to several basic questions on the amount of UML files in open source
projects that are static or updated, the time span during which models are
created or updated during the open source project, or the question which of
the project’s contributors do create models. Thus it seems that UML is not
frequently present in FOSS projects. However, there is no exact quantification
of its presence.

GitHub hosts around 10 million of non-forked repositories, which makes
it a good starting point to obtain an estimation of the use of UML in FOSS
projects. GitHub’s web search is limited for this type of endeavor as it targets
mainly source code searches by developers. However, there are many other
ways to access GitHub data (GHTorrent or the GitHub API), but as we will
show obtaining data on UML usage is not trivial.

In this paper we present our efforts to mine GitHub in order to gain a
list of open source projects that include UML models. Due to the required
manual steps, it is not yet feasible to investigate all 12 million GitHub projects.
Instead we focus on a random sample of 10% of all GitHub projects (1,24
million of the 12 million repositories). It turned out that for achieving this goal
we required to join forces and expertise from different fields. The first challenge
is the identification of non-forked repositories in GitHub with the help of the
GHTorrent [36] in order to retrieve candidates for files that might include UML
diagrams. Since these many of these diagrams are stored in formats that can
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also include other information than models, e.g. images or XML based files,
it is further necessary to perform an automated recognition of those files that
actually are UML. Therefore, it is required to perform two different checks,
one for XML based formats and one for images, which is a state of the research
technology that just became available in 2014 [80]. Finally, with the retrieved
list of UML models, the git repositories of these projects were triggered in
order to retrieve information about the repositories and further information
about commit and update histories of these models. As a result we gain out of
over 1 240 000 repositories a first list of 3 295 projects containing UML models.

The contributions of this paper are: 1. A first list of 3 295 GitHub
repositories including altogether including 21 316 models. This list can be
used by other researchers in future to find case studies and experimental data,
e.g. for developing model versioning technologies or for studying how design
decisions in models transfer to the code. 2. Based on this data we give for
the first time answers descriptive questions about the number of models that
are subject to updates, the number of model duplicates that can be found,
and the point in a projects life time where models are created and updated.
3. Furthermore, this research provides the basis to ask when UML models are
introduced and updated. Surely the approach has still limitations, for example
we will not be able to identify how often the models are read. However, we
believe that these first descriptive results are just a starting point. They enable
us and other researchers to formulated and address more advanced questions
about UML usage and its impacts on a project in future work.

The remainder of our paper is structured as follows. In Section 3.2, we
formulate a number of research questions. Section 3.3 shows our review on
relevant works. We describe our study approach in detail in Section 3.4. Our
findings are presented and discussed in Section 3.5 and Section 3.6, respectively,
including the threats to validity. We conclude our paper in Section 3.8.

3.2 Research questions

The data set that we are assessing in this work would allow for a multitude
of analysis, e.g. for assessing the distribution of different model types more
precisely than it has been done in related work so far. However, answering
all questions at once is not possible due to space limitations, but also due to
limitation of time. Therefore, we decided to focus in this paper on a set of
descriptive questions that had not been addressed in related work so far and
that provide a necessary starting point and frame for future analysis:

RQ1: Are there GitHub projects that use UML? Which are these projects?

RQ2: Are there GitHub projects in which the UML models are also updated?

These first two questions are interesting for two reasons. First, their answer
represents a description of the state of practice that was simply not available so
far. Second, projects with updates are ideal candidates for future investigations
on model usage. For example, they might be used to evaluate facilities for
model versioning.

RQ3: When in the project are new UML models introduced?

Is it at the beginning of the project or later? What span of the project
life time is covered by the phase where UML models are actively created
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or modified? Again the descriptive character of this questions is important.
Only with the answer, we will be capable to formulate more precise questions
on the model usage in future work. For example, whether these figures are
homogeneous amongst open source projects or not, will imply directions for
future investigations. In long term/ future work this might lead to investigations
what form of model usage is most efficient and so on.

RQ4: What is the time span of “active” UML creation and modification?

With this question we want to know how long is the time span during which
models are in active use during a project? A limitation of our methodology is
that we cannot investigate how often and when models are read. However, we
can have a look at the time span of active UML creation and modification, i.e.,
the time between the first introduction of a UML file and the last introduction
or update of UML files within a project.

RQ5: Are UML files originals? Special model versioning techniques such
as model merging are not explicitly supported by GitHub. Therefore, we are
interested in the question how many of the found models are duplicates of
other models.

Despite the big interest in these questions, it was until now not possible to
answer them. The reason is that simply no systematic knowledge exists about
UML in open source projects. Furthermore, even if projects are known, it
requires advanced mining of the repository in order to get related information
about changes and contributors.

3.3 Related research

This paper builds on previous research done in two research communities: the
software modelling- and the mining software repositories communities.

3.3.1 Use of UML in FOSS

Studies on the usage of UML are frequently done amongst in industry (mostly
through surveys) [26,81]. However, only few studies focus on freely available
models, such as can be found in open source projects. Reggio et al. [81]
investigated which UML diagrams are used based on diverse available resources,
such as online books, university courses, tutorials, or modeling tools. While
this work was done mainly manually, Karasneh et al. use a crawling approach
to automatically fill an online repository' with so far more than 700 model
images [20] Both works focus on the models only and do not take their project
context into account. Further, they do not distinguish between models that
stem from actual software development projects and models that are created
for other reasons, e.g. teaching.

An index of existing model repositories can be found online [14]2. However,
in addition to their small size, these repositories seldom include other artifacts
than the models, making it impossible to study the models in the environment
of actual projects.

Thttp://models-db.com/
2Index of model repositories http://www2.compute.dtu.dk/~hsto/fmi/models.html
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Further, there are some works addressing small numbers of case studies of
modeling in open source projects. Yatani et al. studied the models usage in
Ubuntu development by interviewing 9 developers. They found that models
are forward designs that are rarely updated [21]. Osman et al. investigated 10
case studies of open source projects from Google-code and SourceForge that
use UML. They focused on identifying the ratio of classes in the diagrams
compared to classes in the code. They find only seldom cases where models
are updated [22].

Finally, there are three works that actually approach a quantitative in-
vestigation of models in open source projects. Chung et al. questioned 230
contributors from 40 open source projects for their use of sketches [23] and
found that participants tend to not update these sketches. A study that
focuses on software architecture documentation in open source projects was
performed by Ding et al. They manually studied 2 000 projects from Source-
Forge, Google code, GitHub, and Tigris. Amongst those projects that used
such documentations they identified 19 projects that actually use UML [24].

The work that is probably closest to our study is the one of Langer et
al. They searched for files conforming to the enterprise architect file format
(which is a format that can be used to store UML files) within Google code,
assembla, and GitHub. They identified 121 models. They further assessed the
model lifespan (between introduction and last update) to be in average 1 247
days [34]. However, studying a single file format is a rather limited view on
UML. Furthermore, the project perspective is not considered and they rather
put a focus on the used UML concepts.

3.3.2 Mining

Mining software repositories has mainly focused on aspects related directly to
(programming) source code. However, projects may include non-source-code
sources such as images, translation, documentation or user interface files, that
can be usually identified by their extension [82]. By doing so, research has shed
some light on the variation and specialization of workload that exist in FOSS
communities [83].

The study of specific file formats that are non-source code can be found
as well in the research literature: Mclntosh et al. have investigated the build
system for its evolution [84] and effort [85], or the analysis of infrastructure as
code that has become mainstream in the last years [86].

3.4 Methodology

In this section, we describe our study approach. The overall process is shown
in Figure 3.1.

First, we obtained a list of 10% of the GitHub repositories from GHTor-
rent [36] that are not forks. This resulted in a list of files of 1 240 000 repositories,
those who had a downloadable branch. From this list, potential UML files were
collected using several heuristic filters based on the creation and storage nature
of UML files (Step 1). Section 3.4.1 and Section 3.4.2 describe our approach in
detail.
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Figure 3.1: Overall processes

An automated process was built to examine the existence of UML notation
in the obtained files (Step 2). A manual validation step is taken in order to
consolidate the classification result. In the end, we had 21 316 files that contain
UML diagrams. We describe the classification method in Section 3.4.3.

We have then obtained the meta-data from those repositories where a UML
file has been identified by means of using the CVSAnalY tool [87] (step 3).
Section 3.4.4 discusses tool’s settings and the meta-data structure.

In step 4, we queried the metadata (taken in Step 3) with respect to our
research questions. We answer the research questions by analyzing the result
(Step 5). Note that during the data analysis further files got lost for diverse
reasons (see discussion section 3.6). Thus, we were finally able to analyze a set
of 21 316 UML model files.

A replication package of our analysis is available online [88].

3.4.1 Occurrence of UML

To understand how we searched for files containing UML, it is important to
understand how these files are created and stored. Figure 3.2 illustrates the
different sources of UML files (at the bottom in green). UML models might be
created by manual drawing (sketching). Possibilities to create models directly
with a computer are the usage of tools that have drawing functionality, such as
Inkscape, or dedicated modeling tools, such as Modelio or Argo UML. Some of
the modeling tools even provide the possibility to generate UML models, e.g.
based on source code. This differences in tool support lead to a wide variety of
ways in which UML models are represented by files. The different possibilities
are illustrated in blue at the top of Figure 3.2: Firstly, manual sketches are
sometimes digitized with the help of scanners or digital cameras and thus lead
to image files of diverse formats. Secondly, tools with drawing capabilities can
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either store the UML models as images, such as .jpeg and .png or .bmp, or
may have file specific formats, e.g. ”pptx”. Thirdly, dedicated modeling tools
work with tool specific file formats, e.g. the Enterprise Architect tool stores
files with a “.eap” extension. Also some tools work with ’standard’ formats for
storing and exchanging UML: “.uml” and “.xmi”. Yet, modeling tools with
specific formats often allow to export and import these standard formats and
allow to export the models as images. As a consequence, when searching for
UML many different file types need to be considered.

UML Models
Standard formats for storing and Tool specific file
Image Formats, transferring UML models: formats, e.g.
e.g.: .jpg, .png ... e .uml .eap, .pptx, .argo,
* Xxmi ‘ .ecore ...
* ! 1
i «export» “«export/store as» ~Jestore as»
«store as» «export/store as» T - N~
Ny «store as» Y
Manual sketches, Tools with drawing Modeling tools, e.g.:
e.g. scans functionality, e.g. PowerPoint * Eclipse UML2 Tools,
* Enterprise Architect,
* Modelio,
* ArgoUML,

* Microsoft Visio,

Figure 3.2: There is a large variety of tools for creating and formats for storing
UML models

3.4.2 Data Collection

For all repositories from GHTorrent [36] that are not marked as forks, we
used the GitHub API: i) To obtain file list for master branch; ii) If no master
branch found, ask for default branch; iii) To obtain the file list from default
branch. With up to three GitHub calls (i, ii and iii) for each repository, given
the GitHub API limitation of 5 000 requests/hour, it took over two weeks to
retrieve the complete file list once the machinery was set up.

As explained in section 3.4.1, different file formats need to be taken into
account. However, as not every image file is UML, also not every xmi file or
files with the endings of tool specific format extensions are UML. Therefore,
the filtering process does not only consist of the collection of files with a specific
extension, but also of a check whether the collected files are really UML files. It
makes no sense to collect files in the first step, for which we have no automated
support for the second step.

Since image files as well as standard formats are more common and are
created by most modeling tools. For each the development of approaches to
identify UML has a good cost-benefit ratio. The applied methods are explained
below in section 3.4.3. However, for tool specific formats this ratio can be very
low. Therefore, we searched only files of those formats where we could exclude
two cases:

e The format is used within the tool exclusively for UML models.
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e The file extension of the format is not used by other tools. For example
the extension of Enterprise architect files (“.eap”) is also used for Adobe
Photoshop exposure files.

To identify these formats we used as a starting point the list of UML modeling
tools collected on WikiPedia®, which we as experts consider as one of the most
complete lists available. We checked whether the file formats used by these
tools do not fulfill the two obstacles mentioned above.

Thus, we search for following file types:

M ”

e Images: Common filenames for UML files (such as "xmi”, "uml”, ”dia-

b2 b

gram”, ”architecture”, ”design”) that have following extensions ("xml”,

k2 M3 ) M3 ) b2 ) 7

"bmp”, "jpg”, "jpeg”, "gif”, "png”, "svg”)
e Standard formats: ["uml”, "xmi”]

e UML file extensions that solely relate to specific UML Editor tools:

M b2

["aird”, ”argo”, "asta”, ”dfClass”, ”dfUseCase”, "ecore”, "mdj”, ”simp”,

"txvels”, Pumlx”, Pump”, "uxf”, ?zargo”, "zuml”, "zvpl”, ”plantuml”|
Hence we do not consider document formats such as word (.doc(x)), .pdf and
powerpoint (.ppt(x)). The main reason is that currently technology is not yet
capable of extracting UML models out of such general documents.

3.4.3 UML filters

At this stage, the files obtained from Step 1 were checked if they really contain
UML notation. More specifically, the files which solely belong to specific UML
editor tools were automatically added to the final UML file list.

3.4.3.1 Identify UML images

Firstly, all images were automatically downloaded. Files that could not down-
loaded or unreadable were eliminated (Result: Successfully downloaded files
downloads: 55 747; errors: 1 819). In addition, observations on downloaded
images showed a remarkable number of icons and duplicate images. While it’s
mostly impossible to find reasonable UML content in icon-size images, includ-
ing duplicate images in candidate set could definitively cause redundancies
to classification phase. Therefore, we eliminated icon-size images. Duplicate
images were proceeded as: i) Duplicate images were automatically detected;
ii) Representative images were added to classification candidate list; iii) After
classification phase, duplicate images of an image will be marked as the same
label as the image.

In particular, 15 726 images that have icon-dimension-size no bigger than
128 x 128 were excluded. Subfigures 3.3a, 3.3b and 3.3c show examples of such
images.

In order to detect duplicate images, we created a simple detection tool
by using an open source .NET library ”Similar images finder” *. Given two

3List of modeling tools https://en.wikipedia.org/wiki/List_of_Unified_Modeling_
Language_tools, Last visited 9th December 2015
‘nttps://similarimagesfinder.codeplex.com/
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(b) Dup 1b (c) icon

Figure 3.3: Example of duplicates and icon-size images

images, the tool calculates differences between their RGB projections to say
how similar they are. In our case, we chose a similarity threshold at 95% since
it gave the best detection rate through a number of tests on a subset of our
images. Downloading of images took 27 hours.

The final image set of 19 506 images were classified as UML or non-UML
images by using a classifier from our prior research [80]. The classifier was
trained by a set of 1 300 images (650 UML-CD images and 650 non-UML-CD
images). The Random Forest algorithm was chosen since it performed the best
in term of minimizing the amount of false-positive rate (expecting below 4%).
The automated classification too 26.5 hours. In order to eliminate false-positive
and false-negative cases, we manually checked the whole image set. It took
6 working days of effort of an UML expert to complete the checking. This
manual check allowed us to prove our classification method and to consolidate
classification results. It turned out that the automated analysis had a 98.6%
precision and 86.6% recall. The false positives and negatives could be identified
due the the manual check.

Gradually, we manually picked up UML in other types (i.e., Sequence
Diagram - SD, Component Diagram - CPD, Deployment Diagram - DLD,
State Machines - SM and Use-case - UC). UML files that are sketches (SKE)
were counted, too. The list of images was marked with a number of labels:
"UNREAD”, ”SVG”, ”"SMALL”, ’DUP”, ”CD”, ”SD”, ”CPD”, ”"DLD”, ”SM”,
"UC” and "SKE”.

3.4.3.2 Identify UML files among .xmi and .uml files

Both .xmi and .uml files are specific XML formats. The later ones can include
uml models, only and we found 10 171 of them. XMI is a standard format that
should enable exchange of models between different tools. In theory it should
be simple to identify whether an XML file in general contains a UML model:
the schema reference in the XML file defines the content’s format.

We performed the analysis in 3 steps:

[a] In practice the schema reference are often generated in different forms
by tools. For example, we found following three schema references to
the UML: “org.omg/UML”, “omg.org/spec/UML”, and “http://schema.
omg.org/spec/UML”. Therefore we first of all searched with a simple
search function for the string “UML” and “MOF” (the meta meta model
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of the UML language) in a random subset of the models. This way we
could come up with a list of 7 strings representing UML schema references.

[b] In a second step we automatically downloaded the identified xmi files and
parsed them for the schema references. We could identify 876 files with
UML schema references. However, 359 files could not be downloaded
automatically (for diverse reasons). Here we applied a manual check for
the schema references.

[c] In a last step we wanted to double check that the existence of such
a schema reference is sufficient to assume that the file includes UML.
Therefore, we took a sample of four open source projects containing
together 53 (between 1 and 33 respectively) links to xmi files. In addition
to the check for schema references, we went manual through the content
of the 53 files to assess whether and what kind of models they include. A
comparison of the results with the data from the step above confirmed
that the existence of an UML/MOF schema is a reliable indicator for
rating a file as UML: of the 53 xmi files, 30 had been rated by both
approaches as UML, while the other 23 were rated as non-UML.

Finally we run a duplicate detection on .xmi and .uml files by calculating
and comparing hash values of the file contents.

3.4.4 Metadata Extraction and Querying

We downloaded all repositories where at least one (real) UML file was identified
and extracted its metadata with the help of CVSAnalY [87]. 100 repositories
from the initial list could not be retrieved, due to various reasons, from some
giving errors to others having changed to private repositories.

In average, around 30.000 projects per day were downloaded for each Github
account. Taking these results a time span of 14 months ((12.847.555 projects /
30000) / 30) would be required for the analysis, when using one single Github
account. As this would have made this study in feasible, we parallelized the
retrieval of the JSON files through many Github accounts, which were donated
during this process. This reduced the time span to approximately one month.
While the download is an automated process, but the parallelization is not. It
took around 1 h 30’ each day to run and check each set of repositories, using
up to 21 Github accounts. Altogether this process took 6 weeks.

After this process, we had 21 316 of the identified UML files from 3 295
repositories and the corresponding meta-data in a SQL database. A new SQL
table was added to the ones provided by CVSAnalY with just the UML files
for easy and efficient querying. A set of Python scripts where then used to
answer the RQs stated in this paper by querying the database and aggregating
the data accordingly. This final step took 14 days.

3.5 Results

This section presents the results of our investigation. Together with this
research an ample amount of data have been used, usually handled by scripts
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developed by the authors. Detailed information of the former and the code of
the latter can be obtained in the replication package®.

3.5.1 RQ1l: UML in GitHub projects

We downloaded 1 240 000 non-forked GitHub repositories obtained from GHTor-
rent. After filtering the data for potential UML files based on type, we retrieved
a list of 100 702 links. Of those, 21 316 were classified as UML.

The further extraction of model related data, turned out to be an additional
filter, since details could not be extracted for all files. The reason for this is
due to the fact that our retrieval procedure takes so much time that context
changes. So, for instance, in the time that goes from the retrieval of information
of the files the are included in a project (July/August 2015) to the time where
the git repositories where downloaded (November/December 2015), some of
them were renamed, deleted or made private.

In consequence, 21 316 files could be retrieved for the following analysis (as
summarized in Table 3.1). These files belong to 3 295 GitHub projects. Of
these 1 947 include a single UML file, only and 1 169 projects include between
2 and 9 UML files. Furthermore, we identified 158 projects with 10 to 99 UML
files and 4 projects with more than 100 UML files. In the following analysis,
the later 21 projects are taken separately, when statistics per model are shown.
The reason is that they show very different characteristics and would, with
their large number of models®, strongly bias and hide trends that occur within
the other projects. This first list of identified GitHub projects that include
UML can be found online [88].

Table 3.1: Found distribution of model files by formats

gif
16.6%

bmp
0.2%

uml

44.9%

xmi

3.4%

jpeg
4.7%

png
29.6%

svg
0.6%

Share

Results for RQ1: The here identified repositories with UML files
represent already 0.28% of the GitHub repositories. Of these, two
thirds of the projects contain a single UML file.

3.5.2 RQ2: Versions of UML models

The next important question was whether models are ’read-only’ or also
sometimes updated.

Table 3.2 summarizes the distribution of model files by number of updates
per model. Our results show that the vast majority of the UML files (18 867)
are never updated. Nonetheless, we found that more than 11% of the UML
files in our sample (2 449 models) were updated one or more times. Further,
the number of updates of models that are updated is on average 3,0 times
(although the median, which is more significant given the skewed distribution,

5Replication package http://oss.models-db.com
60ne of the projects is “eclipse/emf.compare/”, which includes more than 6 000 models.
We strongly assume that many of these models are generated, e.g. for tests.


http://oss.models-db.com
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is 1 time). Furthermore, Table 3.2 summarize the distribution of projects by
sum of model updates or all models of a project.

26.67% of the projects in our sample include at least one model update.
Models are less often updated in projects that have more than 100 models
(38.09% in our sample), in contrast to 26.60% of the models in projects with
less than 100 models are updated. There are only 11 projects that include
more than 100 model updates.

Table 3.2: Distribution of files / projects by number of updates

number || models in | models in || projects
of up- || projects projects
dates with 1 to 99 | with > 100
models models
0 7947 10 921 2416
1 946 466 332
2 336 42 157
3 151 19 78
4 107 7 64
5 82 2 51
6 67 4 34
7 38 1 18
8 24 3 17
9 24 1 12
10 11 2 8
<20 70 3 20
<30 24 0 25
<40 14 0 8
<50 1 0 6
<60 2 0 2
<70 0 0 0
<80 0 0 2
<90 1 0 3
<100 1 0 1
>100 0 0 11

Results for Q2: Only 26% of the investigated projects updated
their UML files at least once.

3.5.3 RQ3: Time of UML model introduction

Figure 3.4 shows the dates of the introduction models considering the amount
of days since the start of the project, while Figure 3.5 displays the same
information by dividing the duration of the project from the start to nowadays
in a normalized way (so, the 50% mark would be half of the project duration
since its start until today).

Projects with less than 100 UML models seem to have a tendency to
introduce models at the project start. In contrast, the 21 projects with 100
or more models show a different graph. We decided to show the numbers



3.5. RESULTS 55

3500 3259
3000
2500 5586
0
2 2000
=
]
3
£ 1500
1000 965 883
500 390 291 323 103 402
131 149 97 135 99
4 53 81
0 I II I m 0 0 = [ A
S T I N N S e
N S I I IS T T ITIT TS S S P
NP PP LFEFLSFHFFTFIS IS
A M N N 9 \'?Q Q‘;) Q’Q \,\‘/') \,,?0 Q‘o

Project age in days at a models initial commit

Figure 3.4: Distribution of model files sorted by project’s age in days when
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separately, since these projects with partially more than 1 000 models would
easily bias the presented view.
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Figure 3.5: Distribution of model files sorted by percentage of project time
that passed when the UML file was introduced (for projects that have less than
100 models)

However, we found that calender time (days) may not be the best way to
consider a project’s progress, since the amount of activities can highly vary
during the lifetime of open source projects. Figure 3.6 shows the distribution
of the models based on the time of their introduction when measured by the
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percentage of the project’s commits.
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Figure 3.6: Distribution of files sorted by number of overall commits done when
the diagram was introduced (For models in projects that have less than 100
models)

An interesting difference between the two views is that the consideration
of time in terms of amount of commits shows a much more balanced view.
While this may not be the most intuitive notion, it helps to place the modeling
activities relative to the active phases of the project. Thus we can see whether
model introduction happened before or after a majority of other development
activities (such as coding or documenting). In addition, it helps to better
represent projects that had their main activity in the past and/or have become
inactive. From our results, it can be seen that new models are introduced
predominantly in the early phases (above 25% of them in the first 10% of the
commits), but that new UML models are introduced in later phases too.

Finally, as mentioned above the results look very different for the 21 projects
that have 100 or more models. As Figure 3.7 illustrates there most models are
introduce during the last third of the project activities.

Results for Q3: UML models are introduced in all active phases
of a project with a tendency towards the early phases.

3.5.4 RQ4: Time span of active UML

In this RQ, we have looked at the time span of active UML creation and
modification, i.e., the time between the first introduction of a UML file and
the last introduction or update of a UML file within a project.

Figure 3.8 summarizes these time spans. The maximum time span found
is thereby 100% of the projects commits, while the median of the time spans
is 5.8%. We found that by far most projects seem to introduce (and update)
all models within a single day. Model creation and updating plays only in a
minority of the projects a role during more than 10% of the project’s commits.
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As with RQ3, we use commits as an alternative measure of the time where
UML introductions/updates occur. Figure 3.9 presents the active UML phase
for all 3 295 projects from this perspective. The active UML phase of a project
is given horizontally in percentages of commits done, starting when the first
model is introduced and ending when the last model is introduced or updated.
The diagram illustrates nicely the findings from above that a minority of
projects (less than 10%) have UML active phases that cover nearly the whole
project life time. For a majority of projects the active UML phase is very short,
many of them concentrating this activity in the first commits.

and modification)

of active UML creation

Projects (sorted by length of phase

90% 100%

2
8
g

juring modeling.

Figure 3.9: Plot of all 3 295 projects illustrating the placement of active UML
creation and manipulation phase within the overall project life span. Time is
measured in percentages of commits done, when the first model is introduced
and the last model is introduced or updated. The projects are sorted by the
relative amount of the active modeling phase (projects with a relatively long
active modeling phase are at the top, projects with a shorter phase are at the
bottom).

Results for Q4: Few of the studied projects are active with UML
during their whole lifetime. In general, the projects work very
shortly on UML, usually at the beginning.

3.5.5 RQ5: Duplicates

Our final question was whether the 21 316 found model files are all distinct
originals. To answer the question we used automated duplicate detection, as
indicated in the method section.

As a result we identified that 16 576 of the 21 316 found models where
unique in our sample. The remaining 4 741 model files represent 2300 models
of which each occurs at least twice. Thus, 21 316 found model files include
together 18 876 distinct models. In Figure 3.10 we summarize how often models
with duplicates occurred in our sample. Interestingly, one of the models was
found 79 times. In average, models that are duplicated are duplicated 3,63
times.

Furthermore, we investigated, whether duplicates of a model belong to
the same project. To our surprise this is only for the half of the models
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Figure 3.10: Histogram of models that were found at least twice indicating
how often models occur.

with duplicates the case. However, the roughly the half of these models have
occurrences in multiple repositories (up to 43). In average the number of
projects over which duplicates of a model are spread is 1,88. Figure 3.11
summarizes the results in form of a histogram.

While duplicates that occur in the same repository might be result of
attempts to model versions, we cannot explain the high number of cases were
models occur in multiple projects. A possible explanation might be that models
might be stored as part of platforms or plug-ins that are reused in multiple
projects. Another explanation could be project forks that are done manually
by cloning repositories instead of using GitHubs fork mechanism.

Results for Q5: While most models seem to be unique, a large
number of identified distinct models (12%) occur several times.
In average duplicates are spread over 1,88 projects.

3.6 Discussion

Considering our initial expectations we were surprised to find such a big number
of projects with UML. Surely, 3 295 projects are still a small number compared
to the overall number of GitHub projects. Nonetheless, the identification of
21 316 UML models exceeds by far the expectations that we had based on the
numbers of models found so far in open source projects in related work, e.g.
121 models by Langer et al. [34] or 19 projects with UML by Ding et al. [24].

Data consistency We want to shortly discuss the type of data that we can
get with the presented mining method. The method we applied is not trivial
and consist of several steps of data collection. For example, we search for UML
candidates using a GHTorrent dump, but accessed the GitHub API to retrieve
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Figure 3.11: Histogram of models that have duplicates in one or more projects.
The histogram shows the number of models by number of projects within which
occurrences of a model were identified.

further information about model contributors. Due to the difference in time
between the creation of the GHTorrent dump and the request to the GitHub
API, we had drop outs of identified models/projects during the second step.

In addition, we performed this method for the first time, which had an
exploratory component in trying out what kind of data we can (and need to)
retrieve. This led to the situation that we accessed the GitHub API several
times, leading to different drop-outs in models and projects for the different
types of information collected.

A lessons learned is that, for the next analysis, we have to make a clear
planning of all required data in advance, to ensure that at least the second
threat to data consistency can be reduced. For this paper we addressed the
problem with a reduction of the finally analyzed data set to models and projects
for which we had the data points that are necessary to answer the different
research questions.

Static models A finding is that many projects use UML only in a very
static way. In such projects models are never updated and often all models
are introduced at the same point in time. These results confirm findings from
smaller studies such as Yatani et al.’s [21] or our own (Osman et al.’s [22]), who
both found that updates of models are rare. This can have different reasons.
One optimistic interpretation would be that models are just introduced as first
architectural plans that are followed and used as documentations, but never
changed. Another rather pessimistic interpretation would be that modeling is
just “tried-out” at some point in time and then dropped. An observation that
at least supports the idea that the optimistic interpretation plays a role is that
in most projects the main activities of introducing models happen during the
first half of all commit activities.
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Projects with regular model usage Another number that we consider
surprisingly high is the number of projects (or models) with more than 20
updates as well as projects with more than 1 year of active UML creation
and modeling. Again, compared to the number of overall GitHub projects the
here found number seem small. Nonetheless, it was unexpected to find several
projects that seem to use modeling on a regular basis.

It has to be noted that the results we found are in contrast to the study of
Langer et al. [34] who found an average model lifespan of 1 247 days, while
studying 121 enterprise architecture models in open source. We found much
lower lifespans. The difference in the findings might be caused by the fact
that enterprise architect is a modeling tool that is rather used in an industrial
context. Thus, the probability that the projects studied by Langer et al. [34]
have industrial support is very high.

Model genesis An aspect that we could not address in this study the source
of the models or the reason for model usage. Accordingly, the data set was not
filtered to exclude for example student projects. We expect this to influence the
the findings in this paper, since student projects might show different patterns
of model updates, model introduction time, and life span than non-student
projects. Addressing this threat will be subject to future work.

Different populations A finding that is supported by multiple of the figures
shown above is that there seem to be different populations of model usage. A
first hint that the data set covers different populations can be seen in Table 3.2.
There is a difference in the number of model updates between projects with more
than 100 model files and projects with less than 100 model files. One reason
for different populations could be the actual form of model usage and creation.
Models might be created manually or automatically (e.g. through reverse
engineering). They might solve as plans for system design or as description
for an already existing system. Model updates might be performed in order to
make small corrections after an initial creation (leading to updates within in
short span of time) or in order to make a documentation up to date after a
longer phase of system change. At the current state we do not know whether
these populations can actually be distinguished on their characteristic commit
and update pattern. However, a further hint that they might play a role can be
seen in the relatively constant distribution models by the amount of commits
that were already done within a project (see Figure 3.6). We can see model
introductions at all project ages. The in average short time of active UML
creation and modification speaks against the idea that these introductions at
different points in time happen within the same projects. Thus, it seems that
we have to deal with different groups of projects introducing their models at
different points in time. In future work we plan to have a closer look at the
model usage in order to study whether we can associate pattern to different
populations of model use.

Duplicates The large number of identified duplicates leads to questions.
What are the reasons for duplicates? Missing model versioning techniques
alone cannot explain the found results. Furthermore, it is not clear yet whether
these duplicates represent a form of model use. E.g. if models are adopted
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together with code from other projects, they might be used to understand the
alien code that is embedded in a new project.

Paving the way for future research Finally, one of our main contributions
is that we presented a method to systematically mine for UML models in GitHub
and that this leads to an enormously promising set (much larger than any
existing set of projects) for future analysis. On the one hand this will help us
to address in future question that arise from the findings of this paper. For
example, concerning the model updates, it would be interesting to consider
following questions:

e Are models updated by their original authors or by other people?

e In how many projects are UML files obsolete?

Further considering the time of model introduction, we would like to address
the following question further: Has the time of introduction an influence on
the ”success” of an open source project, i.e. the question how many developers
join a project? And of course we would like to address the question whether
different populations of model-usages can be statistically distinguished.

Even more important, the hereby published list of open source projects
using UML can help other researchers to progress in their studies. For example:

What kind of UML diagrams are used most often?

What coding languages are used most often in combination with UML?

What files are changed together with changes in architectural models?

Can UML help to attract and integrate inexperienced developers?

Furthermore, the data can be used to find case studies for other model or
architecture related research, such as:

e Does a good architectural design in models help to create a good archi-
tecture in the code?

e Tools for traceability management and model merging can benefit from
the real case studies.

e Research that integrates models into fault prediction can be evaluated
with the help of that data.

Thus, we believe that the identified initial list of open source projects with
UML will be of great help for other researchers, too.

3.7 Threats to validity

We defined a number of threats to our research’s validity. We categorized them
by using the validity terminology introduced by Wohlin et.al [89]. We identified
three types of threats to validity, they are: Construction Validity, External
validity and Conclusion Validity.
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3.7.1 Threats to construct validity

There were a number of threats that might cause the loss of UML files during
data collection phase:

e With regards to the materials that were used to collect data, we used a
subset of GHTorrent SQL dump from 2015-06-18 which is out-dated at
the current time. Accordingly, newer projects have a higher probability
to be dropped out. In addition, the limitation of 5 000 hits per hour of
GitHub API made data collection last long. Requests that were done at
different points of time during the period could give different outcomes,
and probably the loss of potential UML files.

e Our collection method, which made use of a number of heuristic filters,
might overlook potential UML files which are not complying with search-
ing terms and file-type list. We noticed some cases where UML files had
been named differently such as act-cartesortir.jpg and FrameworkInter-
face.png. Further, we restricted the search to file formats for which we
had techniques to decided, whether the file includes UML. This excludes
a couple of other formats which might include models, such as some
formats from modeling or graphic tools (e.g. visio files or enterprise
architect files), but also documents that might include models as part of
documentations, e.g. pdf and word (docx) files or powerpoint.

The loss of UML files might affect to our analysis in the sense that it
could make us underestimate the number of projects with UML models and
the number of UML models. Being aware of the above consequences, in this
research, we don’t use our data to analyze the frequencies of model usage as well
as the evolution of model usage in general over *the years*. We were focused
on getting an overview of various aspects of the use of UML in GitHub projects.
We expect no systematic bias concerning the aspects that we investigated!

The applied mechanisms for duplicate detection allow us to identify dupli-
cates within the same file type. However, we cannot identify whether an image
and an .xmi file are duplicates. This might lead to an underestimation of the
amount of models in this paper. Despite this limitation, our results are already
interesting and we consider them a valuable staring point, towards a better
understanding of model usage in FOSS.

Kalliamvakou et.al discuss a number of promises and potential risks that
researcher might be faced when mining GitHub repository [90]. We found
that the threat that many active projects might not conduct all their software
development in GitHub could somehow mitigate our analysis.

3.7.2 Threats to external validity

During data collection phase, in order to minimize the possibility of incorrectly
collect non-UML files, we excluded some tool-specific file types form the search
for UML models. This might reduce the generalization of our results with
respect to these UML tools. However, most of these tools, e.g. Enterprise
Architect, are commercial. It is to be investigated in future work whether they
are used in open source projects to a similar degree as non-commercial formats.
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Data in this research was only taken from GitHub, but not other OSS
hosts/platforms such as SourceForge, Google Code, etc. As they differ to each
other in terms of size, functionality, users and user’s behaviors, the results of
this paper can hardly be generalized to the other platforms. It is possible that
UML is used in a different ration within projects at other platforms. However,
as GitHub is one of the biggest player in the field, we strongly believe that our
investigation gives valuable insights to a majority of the OSS community.

A manual glance at the retrieved list of UML models shows that several
project paths include names such as “Assignment” or “master’s thesis”. While
this is no direct threat to our results, it limits the generalizability. For example,
it is possible that many of the projects that include single UML files only,
actually are result of university teaching.

Last but not least, outcomes of this research can not be generalized to
closed source community.

3.7.3 Threats to conclusion validity

As described above, the data has some limitations which permit to do analysis
of frequencies, since we expect to have only discovered a part of the overall set
of UML models and respective projects. In particular we have not considered
powerpoint, pdf, and word-formats of documentation in which UML models
may be embedded. For that reason we do not do statistical analysis or even
predictions, but stay on a descriptive level in this paper. Nonetheless, we
are convinced that this descriptive analysis already represents a valuable
contribution to the research community.

3.8 Conclusions

In this paper we joined forces in repository mining and model identification in
order to identify open source projects on GitHub that contain UML models.

As a result we can present a list of 3 295 open source projects which include
together 21 316 UML models. This is the first time the modeling community
can establish a corpus comparable to collections already exist for source code
only, such as QualitasCorpus ’. Furthermore, the relatively low amount of
UML projects amongst the investigated GitHub projects (0.28%) reconfirmed
that our systematic mining approach was required in order to establish the
corpus.

We analyzed the data to gain first descriptive results on UML model usage
in open source. One finding is that the majority of models is never updates,
but that projects exist that do update their models regularly. Furthermore,
we learned that models can be introduced during all possible phases in the
lifespan of an open source project. Nonetheless a peak of model introduction is
during the first 10% of the duration of projects.

A few projects are active with UML during their whole lifetime. However,
most projects work very shortly actively on UML, usually at the beginning.
We found that 12% of the distinct models occurred several times. Duplicates
are in average spread across 1.88 projects.

"QualitasCorpus http://qualitascorpus.com/
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In the future we plan to further explore the possibilities that arise with
the here presented new method to collect data about UML usage in open
source projects. For example we plan to analyze the impact of model usage
on project dynamics, such as the number of people joining projects. We are
planning to proceed with mining GitHub in future work. Based on the now
investigated 10% of GitHub we expect that GitHub includes around 34 000
projects with UML and together around 200 000 UML models. Furthermore,
we will investigate possibilities to identify UML models that are embedded in
other files such as manuals stored in pdf.
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Abstract

Context: Open Source is getting more and more collaborative with industry.
At the same time, modeling is today playing a crucial role in development of,
e.g., safety critical software.

Goal: However, there is a lack of research about the use of modeling in Open
Source. Our goal is to shed some light into the motivation and benefits of the
use of modeling and its use within project teams.

Method: In this study, we perform a survey among Open Source developers.
We focus on projects that use the Unified Modeling Language (UML) as a
representative for software modeling.

Results: We received 485 answers of contributors of 458 different Open
Source projects.

Conclusion: Collaboration seems to be the most important motivation for
using UML. It benefits new contributors and contributors who do not cre-
ate models. Teams use UML during communication and planning of joint
implementation efforts.

Keywords: UML; architecture documentation; OSS projects; GitHub; moti-
vation; communication; effectiveness of UML
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4.1 Introduction

Open Source Software (OSS), which has its roots in the free software movement,
started partially as a counter-movement to the software industry in the 80s
and 90s [91]. Even though, there was a clear border between OSS and industry,
the situation started to change in the late 90s and early 2000s. In those
years, some industry started to early adopt the OSS movement practices,
collaborating with communities [92], or some companies were created around
some communities [93]. Many projects created foundations to serve as an
umbrella to collaborate and integrate software industry partners [94].

Thus, we have witnessed a process and technology transfer between OSS
and industry that has made the line between both be vague nowadays. Notable
contributions from OSS to industry have been technologies, such as git and
GitHub, and community-managing practices, although the list of adoptions
is much larger [95]. On the other hand, OSS has embraced practices from
industry, such as (modern) code review practices and planning and requirements
analysis mechanisms [96]. Companies with a large pool of developers try to
have an “internal” OSS-like ecosystem, a concept coined as inner source [97].
Many OSS practices are commonly taught at universities, and young graduates
start their professional careers with experience in OSS, whether in languages
(Python, Perl, Ruby...), products (JQuery, Hadoop...) and tools (GCC compiler
tool chain, git and GitHub...) [98]. And the software industry is looking into
popular OSS repositories, such as GitHub, to find suitable candidates to fill
open development positions [99].

In this regard, we have seen a clash of two worlds, resulting in new practices
where industry sometimes has adopted elements from OSS and vice versa.
As the trend seems to go on, we would like to draw attention on modeling,
specifically on the use of Unified Modeling Language (UML) in OSS. UML has
been around as a graphical language for modeling software systems for about
25 years. As far as it is known, UML is not yet frequently used in OSS projects,
with a rather marginal use [100]. OSS is known to be programming-driven,
with other tasks having room for further improvement [82]. However, modeling
is used in major companies [26]. Modeling is, thus, an area where we can find a
gap between OSS and industry. Given that the use of UML in OSS is not very
well-known, we would like to shed some light into this issue with the aim of
discovering how UML is used and whether it is considered useful. We hope that
the results will help to understand whether the use of UML in OSS helps these
projects and whether industry working with OSS projects should promote its
use.

To this end, we used a technique that we developed to find UML use in
GitHub projects [100]. This effort showed the feasibility of our approach and
triggered us to come up with various research questions addressed in this paper,
where we scanned through the majority of non-forked GitHub projects (over
12 million of projects) and identified which of them use UML.

We performed a large scale survey directed at those projects that use
UML, with focus on how it is used and impacts development activities. The
contributions of this research are: i) the identification of a large set of OSS
projects that use UML, and ii) insights from a large scale survey of OSS
developers that use UML. Amongst other insights, we have found that UML is
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used to coordinate the development. Furthermore the use of UML seems to
help new contributors to get started, although it does not seem to attract new
contributors. The set of projects we identify are a valuable resource for future
empirical studies regarding UML.

The rest of this paper is constructed as follow: We formulate a number of
research questions in Section 4.2, then introduce related work in Section 4.3 and
describe our research method in Section 4.4. Section 4.5 presents our findings.
Our findings, possible threats to validity and implications of our research are
discussed in Section 4.6. Conclusions can be found in Section 4.7.

4.2 Research Question

To better understand the use of UML in OSS, we formulate the following three
main research questions:

RQ;: Why is UML used in OSS projects?

To get an impression of the role of UML models in OSS projects, we
formulate this first question as the following.

e SQ; ;: What are the motivations to use UML modeling?
e 5(Q);.2: What are the reasons not to use UML in projects?

RQg2: Is UML part of the interaction of (a team of) contributors?

Teams and interaction between developers play an important role within
todays software intensive industry [31]. Models are used as basis for planning
and work coordination. However, it is an open question, whether UML models
fulfill a similar role in OSS projects. We approach this question from three
aspects: 1) awareness of developers about the existence of UML models within
the project, 2) the use of UML during project planning and communication,
and 3) the role of UML during joined implementation efforts. These three
sub-research questions are structured as follows:

e SQs. ;: Are developers aware of the existence of UML in their projects?

e 5Q2.2: Are UML models used during communication and team decision
making?

e S5(Q)2. 3: Are modeled designs adopted afterward during the implementation
phase by teams of OSS contributors?

RQs: What is impact/benefit of UML? Much research has been performed
to identify benefits of UML usage in industry. However, it is not yet clear
whether UML usage impacts or even benefits development in OSS. Again, we
consider three different perspectives: 1) the role of UML for novice contributors,
2) the impact of UML on the working routine, and 3) the impact of UML
on the attractiveness of a project for potential contributors. The following
sub-research questions are structured:

e 5(Q)s ;: Can UML models support new contributors?
e S5@Q3.2: What are the impacts of using UML in OSS projects?

e 5@Q3.3: Can UML models help to attract new contributors?
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4.3 Related work

In the following we discuss related studies about UML or modeling in industry
and OSS.

4.3.1 Modeling in Industry

Modeling has been widely studied in industry, in particular in several surveys.
Torchiano et al. found that models help to improve design and documenta-
tion [26]. However, they also found that model usage is connected to extra
effort, especially due to a lack of supporting tooling. Forward et al. find that
models are primarily used for design and documentation, while code generation
is rather seldom [27]. Gorschek et al. focused on a different population, which
are programmers, partially working in industry and OSS [28]. Within their
sample design models are not use very extensively. However, models and UML
are found to be used mainly for communication purposes. Further, they report
on a higher use of models for less experienced programmers.

Case studies have also been performed in order to investigate the impact
of modeling/UML usage. For example, Baker et al. found an increase of
productivity when using UML in Motorola [4]. Nugroho et al. investigated an
industrial case study and found that UML usage has the potential to reduce
the defect density and, thus, increase the quality of software [30]. Just as in the
case described by Kuhn et al., most of the case studies draw a picture of model
use, where models are actually artifacts that are produced and consumed by
different people [31].

4.3.2 Modeling in Open Source Software

Much less work has been done on UML use in OSS. One reason for this is the
challenge to actually find cases that can be studied. For example, Badreddin et
al. studied 20 projects without finding UML, and concluded that it is barely
used in OSS [32]. Similarly, Ding et al. found only 19 projects with UML when
manually studying 2,000 OSS projects [24]. However, in our previous work, we
presented an approach that allows to find thousands of projects with UML by
mining GitHub [100].There are several investigations of single or very small
numbers of cases of OSS projects that use UML, e.g. by Yatani et al., who found
that models are used to describe system designs, but are rarely updated [21].
Osman et al. studied to what extent classes in the diagrams are implemented
in the code [22]. Finally, Kazman et al. investigate the Hadoop Distributed
File System to learn how documentation impacts communication and commit
behavior in the open source system [33]. There are some studies that approach
the use of models in OSS with a quantitative perspective, studying a large
number of projects. For example, to study the use of sketches, Chung et al.
collected insights from 230 persons contributing to 40 OSS projects [23]. Finally,
Langer et al. studied the lifespan of 121 enterprise architect models in OSS
projects [34].

However, to the best of our knowledge there is so far no quantitative study
targeting the use of UML within the team communication and its effects.
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4.4 Research Methodology

In this section, we describe our study method in detail. The overall process is
shown in Fig. 4.1.

20294 emails
1628 completeresp.
from 1559 projects

Sent
~ 12 millions projects Received

GHTorrent

Input to
analyses

485 completeresp.
485 respondents
458 projects

@ Data collection @ Filter data

{ umL M Non-UML J [ Merge J[ Filter J —'[@ Conduct Survey }—'I@ Analyse result

projects projects contributors projects

Define | 93 648 UML models Working

in 24797 UML proj. set

4 650 UML projects
99 319 contributors

Figure 4.1: Overall process

4.4.1 Data Collection

The first step is to identify UML files in GitHub repositories. In our previous
work, we analyzed 1.2 million GitHub repositories to identify UML files in
them [100]. In this study, we have extended the data collection to the whole
GitHub database. A number of changes have been made in order to adapt our
method to the retrieval and analysis of such a big dataset. In this section, we
briefly summarize the data collection steps and the changes that were made.

4.4.1.1 Obtaining the full list of GitHub projects

To obtain the list of projects, we used the data from the February 1st 2015
dump of GHTorrent [36]. From this dataset we identified a list of projects that
were not deleted and non-forks. As GHTorrent does not contain information
on the files in the repositories, we made use of the GitHub API to retrieve
the list of files, for a total number of 12,847,555 repositories. The result is a
JSON file per repository with information on the files hosted in the master (or
default) branch of the repository.

4.4.1.2 Identifying UML files

The next step was to identify UML files from the file list. First, potential UML
files were collected using several heuristic filters based on the creation and
storage nature of UML files. After that, an automated process was applied
to examine the existence of UML notation in the obtained files. A manual
validation was made to consolidate the results. Details about the identification
procedure are described in Section 4 in [100]. At the end of this step, we had
93,648 UML files from 24,797 repositories.

4.4.1.3 Extracting meta-data

For all projects that contain a UML file, development meta-data from the
repositories has been retrieved. Therefore, we use perceval, an evolution of
the well-known CVSanalY software [87], that allows to obtain these data in
JSON files, allowing to perform the data extraction process in parallel. It took
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the five instances of the tool over 4 weeks to complete this task. At the end,
and after removing 240 JSON files that contained 404 Not Found responses, we
had 24,125 JSON files that were parsed and normalized, and finally converted
into SQL.

4.4.2 Filtering the obtained projects and contributors

In this phase, we aimed at mitigating a number of known threats to validity
when mining GitHub, i.e., sample/short-time projects [90] or identification of
contributors [101].

4.4.2.1 Filtering short-time projects

For this paper we aim at projects that are interesting from an industry per-
spective. Thus, we focus on projects that are not short-term and that do not
consist of a single contributor. We define short-time projects as those projects
that have: i) active time (time between the first and the latest commits) less
then 6 months, OR ii) less than 2 contributors, OR iii) less than 10 commits.
After classifying and filtering short-time projects, 4,650 UML-projects (out of
24,125, we use the term UML project to refer to GitHub projects that contain
UML file(s)) and 2,701 (out of 17,101) non-UML projects met our requirements.
The final list of the projects is shared in our replication package!.

4.4.2.2 Merging duplicate contributors

A contributor can use different emails or usernames during the project time,
and thus a procedure has to be applied to merge all the identities into a unique
one. In our work, developers who have different identities are merged when
they have the same e-mail address or the same full name. In the case of the full
name, we consider them to be the same if at the full name is composed of at
least two words or of only a word and numbers, e.g., "argl23”. This is a rather
conservative approach, but it minimizes the number of false positives [101].
After running the script, the original 129,276 contributors result in 99,319
distinct ones.

4.4.3 Conducting the survey

In the following, we give a short overview about how we conducted the survey.

4.4.3.1 Participant

To ensure that we obtain a balanced picture, we had to consider the role that
contributors play within the OSS projects with UML. Two dimensions of roles
are important (each questioned person would fulfill a combination of roles in
these two dimensions):

e Founder (F) vs. non-founder (NF)

e Non-UML Contributor (NUC) vs. first UML Contributor (1UC) vs. UML
updater (non-1st contributor) (UC)

IThe replication package for this paper can be found at http://oss.models-db.com/
2017-icse-seip-uml/
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Consequently, each interviewed participant fulfills one of the following six
roles: F-1UC, F-NUC, F-UC, NF-1UC, NF-NUC, NF-UC. For each project, we
randomly selected three contributors, to whom we sent the questionnaire. The
selected three contributors had to fulfill one of the following three constellations
of roles.

e F-NUC, NF-1UC, NF-UC
e F-1UC, NF-UC, NF-NUC
e F-UC, NF-1UC, NF-NUC

For those projects where we could not identify any NUC or UC (e.g., projects
that have only one UML contributor), we contacted less contributors.

4.4.3.2 Questionnaire

The questionnaire has been designed to meet the following requirements:

Multiple roles We send different question sets depending on the role of the
contributor. For example, NUCs are asked whether they are aware that UML
models exist in the project, while UCs are asked if they think that NUCs are
aware of them. Thus, depending on the role, participants received between 5
(NF-NUC) and 19 (F-1UC) questions.

Exploration We use a funneling approach (from broad to narrow) when
designing the survey. For example, if a UC uses a UML model for architec-
ture/design purpose, we would ask if the model is adopted, and eventually,
who implemented the model. Accordingly, the number of questions will not
only differ among different roles, but also among respondents who have the
same role. In addition, to gain more insights, we use a mix of close-ended and
open-ended questions in the survey.

Personalized Contact To ensure that participants know what projects and

UML models we are referring to, we personalized the email with which we con-

tacted potential survey participants by concretely referring to his/her GitHub

identification, the name of project of interest, and (if applicable) an URL to his

(first) UML commit or to a UML file committed by someone else. By follow-

ing the URL (e.g., https://github.com/rvs-fluid-it/wizard-in-a-box/

blob/master/src/doc/wizard-in-a-box-design.png), participants could get
further contextual information about the UML models, for example commit

messages, commit date, etc.

We used the Lime Survey tool? as it offers the possibility to perform on-line
surveys. Our Lime Survey server is hosted at http://survey.models-db.com/.
Details about survey settings (questionnaire and its data-flow diagram) and
email templates can be found in the replication package.

2LimeSurvey homepage: https://wuw.limesurvey.org/
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4.4.3.3 Sending out the survey

We sent 20,294 survey emails to OSS contributors in 6 days, from July 21
to July 26, 2016. More than 1,000 emails were not sent because of various
problems, including out-dated email addresses, etc. We sent reminder emails
after one week, and finally closed the survey in August 4, 2016. Altogether, we
received 2,230 responses, being 1,628 completed. After filtering responses that
belonged to short-term projects, we had 485 survey responses of respondents
from 458 projects.

Table 4.1: Number of emails sent, number of responses and number of responses
after filtering by participant categories

Founder Non-Founder
1UC | NUC | UC | 1UC | NUC | UC

SUM

Sent emails | 4509 3891 | 713 | 6737 3221 | 1223 | 20294
#£full resp. 373 293 68 564 210 | 120 1628
F#inc. resp. 167 105 24 214 56 36 602
#fil. resp. 84 79 27 176 80 39 485
Percent (%) 17.3 16.3 5.6 36.3 16.5 8.0 100

4.4.4 Data Analysis

First, we take into account completed responses only. Second, we do not
consider short-time projects.

Part of the questionnaire are free-text questions. We use these questions to
learn about phenomena for which we do not know a fixed set of answers yet.
The goal of analyzing the data is to identify re-occurring themes. Therefore,
we used a coding technique, following the constant comparison method as
described by Seaman [102]. We decided to use an empty starting set of codes
and develop them during the coding. For each of the question two of the authors
coded the answers independently. In a second step we inspected the codes
together to identify and if necessary resolve differences in the selected codes
and application of the coding. Afterward, we went a second time through the
data in order to ensure that the now fixed set of codes was assigned consistently.
We did this i) to increase the quality of the coding and ii) to decrease the
probability that we miss interesting aspects. As a final step we checked whether
codes occurred for more than one project, in order to prioritize those themes
that are of greater relevance.

Furthermore, we took those cases where we got multiple responses for the
same project and aggregated them. This aggregation was done as follows: we
interpret observation based questions (i.e., whether UML is used for commu-
nication) as reports about a project. Thus, aggregating a “yes” and a “no”
answer for the same project to a “yes” to indicate that there is a report about
a phenomenon for that project. Similarly, we prioritized “no” over “I have no
opinion”. “I do” and “I have seen other people doing” are merged to “I do”.
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4.5 Results/Findings

4.5.1 Respondent Demographics

A total of 2,230 respondents from 91 countries began the survey, with 1,628
completed compulsory questions of the survey. After filtering out survey
responses from short-time project participants, we ended up with 485 survey
responses of respondents from 458 projects.

Table 4.2 (Appendix 1) and Figure 4.16 (Appendix 2) show the distribution
of the respondents by country and continent, indicating the majority of the
responses originating from Europe with 57.52%, followed by North America
and South America.

Among the 485 respondents, 190 (about 40%) are founders of an OSS
project and 159 (32.8%) are non-UML contributors (Table 4.1). Regarding the
educational background (as shown in Fig. 4.2), 37.73% of respondents had a
Master’s degree, 30.31% a Bachelors, 16.29% a Ph.D., and 11.75% were still in
education. About 4% of the respondents identified themselves as autodidacts.
A vast majority of the respondents reported to be familiar with architecture
documentation in different formats, mostly UML (90.31%), then auto-generated
code documentation and software models in generic formats (78%) (Fig. 4.3).
Only a half of them (45%) were familiar with architectural notations on white
papers. There are programming languages where UML is more frequently
found (Smalltalk, Java, C# and C++). On the other side, UML has not that
much impact in the Objective-C and the Ruby community.

None/Autodidact mE 3.92%
In Education I 11.75%
Bachelor IS 30.31%
Master I 37 7 3%
PhD I 16.29%

0 50 100 150 200

#respondents

Figure 4.2: Distribution of respondents based on their highest educational
background

UML s 90 31%
Software Models in general I 77.94%
Auto-generated code documentations IEEEEEEGEGEGGGGGGNGNGNGNGNGNGG—G—G 77.94%
Manuals I 71.75%
White papers I 44 .74%

0 100 200 300 400 500
#respondents

Figure 4.3: Familiar architecture document formats (multiple choices were
allowed)
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4.5.2 Why is UML used?
4.5.2.1 What are the motivations to use UML modeling?

Fig. 4.4 shows the answers from 326 UCs (from 319 projects) about the
intent of UML files they added/updated. Most of UML files served for de-
sign/architecture and documentation purposes, with 70% and 71% of votes,
respectively. For about 18% of the projects, software verification was mentioned
as one of the main purposes. Refactoring and code generation was less usual
(14.11% and 12.85% of the projects).

Among 125 NUCs that claimed to be aware of the existence of UML models,
109 people (from 109 projects) reported to find UML helpful (Fig. 4.5). 79%
of the respondents found UML useful for understanding the OSS systems.
They also found UML models helpful as the models assisted in improving
communication within their project, guiding implementation and managing
quality of the project.

Documentation (e.g. model is reverse engineered) IEEEEEEEEEEEEEE————— 71.16%
Design/architecture for (existing/new) systems parts I 70.53%
Code generation —— 12.85%
Refactoring N 14.11%
Verification n——— 17.87%
Models are test data W 5.96%
Other mmm 6.27%

#resp = 326 0 50 100 150 200 250
#proj =319 # projects

Figure 4.4: Intent of UML models that were added/updated

Help to understand/comprehend the system better [N 5.23%
Help to communicate with other contributors better NN 64.22%

| followed the models to implement the system | NN 48.62%

| used the models for quality assurance purposes [N 22.02%

Other M 6.42%

#resp = 109
#proj =109 0 10 20 30 40 50 60 70 80 90
N=125 # priects

Figure 4.5: How did UML help non-UML contributors?

Results for SQ1.1: The majority of models are intended for creating software
designs and documenting software systems. Non-UML Contributors (NUC's)
benefit from UML models when it comes to understand a system and to
communication.
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Yes No No opinion Yes No No opinion
(a) Do UCs think that other (b) Are NUCs aware of the existence of the
contributors are aware of UML? UML models?

Figure 4.6: Awareness of developers about the existence of UML in their
projects (by project)

4.5.2.2 What are the reasons not to use UML in projects?

To complement our finding on the motivations to introduce/use UML, we
asked the 16 NUCs who did not find UML models useful the reasons for
this. Respondents from 6 projects actually had not used models, finding
themselves not required to learn/use UML (e.g., “there was no demand to
do so”). Interestingly, in no case license problems for modeling tools were a
problem.

In 4 cases, the UML files were outdated. Other reasons that were brought
up in free-texts are: missing support for versioning models, a failed attempt to
understand the models, a preference for other means of communication (face
to face), a preference for other forms of modeling/sketching, a preference for
reading code rather than spending time for UML models, and the dislike of
UML (anti-UML attitude).

Results for SQi.2: Only a small number of respondents found UML not
useful.

4.5.3 1Is UML part of the interaction of contributors?

4.5.3.1 Developer’s awareness about the existence of UML in their
projects

To answer this question, we first asked creators/maintainers of UML models
whether they think that the models are known by developers of the projects
(summarized in Fig. 4.6a). In 62.7% of the 319 projects with responses, the
UCs/1UCs believed that UML models are known by the developers of the
projects. Second, we asked NUCs of projects that use UML if they are aware
of the existence of UML models in their projects (Fig. 4.6b). Surprisingly, for
the vast majority of projects (80%) NUCs stated that they are aware of UML
models.

To better understand the difference between the answers of UCs and NUCs,
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we looked in detail into the 24 projects for which we received responses from
NUGCs and UCs. In 10 out of 24 projects, NUCs and UCs differed. Interestingly,
UC(s) did not expect their UML to be known by other developers although
NUCs were aware of it in 8 of them. It seems that model creators tend to
underestimate the spread of their models.

Results for SQa.1: A majority of non-UML contributors are aware of the
UML models in their projects. Awareness is higher than the one expected by
the authors of the models.

4.5.3.2 Are UML models used during communication and team
decision making?

In a first step we asked founders and UCs whether UML models are considered
in the communication between contributors. Fig. 4.7 summarizes the 405 indi-
vidual responses from 388 projects. According to the responses, UML models
were considered in communications in a large majority of the participated
projects (60%).

As a step further, we asked whether UML models were used as a basis
for architectural decision making or mentoring activities. Respondents from
a majority of the projects recalled that they had used the UML models for
making architectural decisions (58.7%) and to explain each other different
aspects of the system (58.25%) (Fig. 4.8).

60.31%
250 ’ #resp = 405
J00 #proj =388
2 150
U
g 21.91%
- 100 - 17.78%

. I .

UML models areUML modelsare  No opinion
considered  not considered

Figure 4.7: Are the UML model(s) considered in the communication between
contributors? (per project)

B UML as basis for architecture decisions B UML as a basic for mentoring

50 58.76% 58.25% #resp = 405

= #proj = 388
32.73% 31.96%
[ N |

I used UML models that I've seenother contributors | have not witnessed this
way used UML models for that use of UML models

# projects
NN
S
3

Figure 4.8: Is UML a basis for architectural decisions or mentoring activities?
(per project)
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Results for SQg.o: UML models were considered as a mean of communication,
as a basis for architectural decisions, and for mentoring in a magjority of the
projects.

4.5.3.3 Are modeled designs adopted afterwards, during the imple-
mentation phase by teams of OSS contributors?

For those projects that claimed to have design models, we asked the question
“Was the UML model adopted during the implementation phase?”. Fig. 4.9
summarizes the answers of the 231 respondents from 225 projects. In most cases
UML models were adopted partly or completely during the implementation
phase (about 92%).

90 32.44% 35-56% #resp = 231

80
70 24.44% #proj =225
60
50
40
30 7.56%
20
0 [

The design was  The design was  The design was  The design was
completely adopted with partially followed not considered at
adopted minor changes all

# projects
.
o

Figure 4.9: Was the UML model adopted during the implementation phase?
(by project)

If the answers were that UML models were at least partially adopted, we
asked further questions to find out who and how many contributors implemented
the modeled designs. Fig. 4.10 and Fig. 4.11 summarise the responses per
project (based on 214 individual responses for 208 projects).

Creators of UML models are greatly involved in implementing the modeled
designs (in 88.5% of the projects). Experienced contributors helped in 35.5%
of the cases and novice contributors helped in around 13% of the cases.

In the majority of the projects (around 66%) more that one person partic-
ipated in the implementation of previously modeled designs. However, only
7% of the projects reported to have more than 5 contributors involved in such
joint implementation efforts.

The creators of the architectures/models GGG 8 46 %
Experienced contributors of the project [N 35.58%
Novice contributors of the project Il 13.46%

0
#resp = 214 Other I 2.88%

#proj =208 0 50 100 150 200
# projects

Figure 4.10: Who implemented the UML models? (by project)
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11 - 20 persons
6 - 10 persons 1%
5%
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1%

#resp =214
#proj = 208

Figure 4.11: Number of contributors who implemented UML models in a
project
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(a) Do UML models help new contrib- (b) For what tasks do models help?
utors?

Figure 4.12: Responses for the questions whether UML models help new
contributors to join a project.

Results for SQa.3: Designs introduced with UML are in most cases adopted
during the implementation phase (fully or with slight changes). Most often
these designs are implemented by groups of 2-5 developers.

4.5.4 What is the impact/benefit of UML?
4.5.4.1 Can UML models support new contributors?

We used two perspectives to approach the question whether UML models
support new contributors.

First, we ask founders if they think that UML models help new contributors
to join their projects. We received 190 responses from 84 F-1UCs, 79 F-NUCs
and 27 F-UCs. For those who agreed, we further asked with what tasks models
help. Fig. 4.12 shows the responses in detail. 124 out of 190 respondents
(65.26%) agreed that UML models can help new contributors when joining
projects. They expected models to assist new contributors in comprehending the
system (90%), during implementation phases (65%), and when communicating
with other contributors (56.5%).

Second, we asked each contributor what software artifacts he/she used when
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they got started with the project. 485 contributors answered this question.
Despite the fact that most of respondents were familiar with architectural
documents (as shown in Section 4.5.1), source code still remains their first
choice to start working with an OSS project (81%) - see Fig. 4.13. Remarkably,
UML and software models in general were reported to be starting points for 55%
and 43.5% of the respondents, respectively. This is more than the proportion
of contributors who started using wikis, issues, manuals, and auto-generated
code documentation. This conforms with the answers given by the founders
about new contributors.

Software artifacts to get started working with OSS projects

Code mmmEsssssssss—— 81.44%
UML (Unified Modeling Language) nEmaaaasssmmmmmms 55 26%
Software Models in general ———— 43 51%
Wiki s 31.75%
Auto-generated code documentations I . 30.93%
Issues IS 30.31%
Manuals e 30.1%
#resp = 485 White papers mmm 11.13%

N=1458 0 100 200 300 400 500
#respondents

Figure 4.13: Software artifacts used by respondents to start working in their
OSS project (multiple choices were allowed).

Results for SQs.1: The results suggest that UML is helpful for new contributors
to get up to speed.

4.5.4.2 What are the impacts of using UML in OSS projects?

Because of their overview about the projects, we asked founders for their
impression about the impacts of introducing UML into their project. Fig. 4.14a
and Fig. 4.14b summarize the 190 answers for the two questions. A majority
of respondents (65.79%) reported positive impacts, while only a few founders
(<2%) encountered negative impacts. Only, 34% of the founders saw changes
in the way the contributors worked after UML was introduced.

To find out more about the changes, we asked those who observed changes
to describe the way the working routine had changed. We received 31 responses
to the open ended question. Comments positive to UML can be summarized in
following groups: i) Hiding complexity/improved overview (mentioned 18 times);
ii) Improved communication/ reduced ambiguity (6 times); iii) Prevention of
sub-standard implementations (5 times); iv) Improved scoping and partitioning
of work (3 times); v) Improved/easier to implement designs (9 times); vi)
Improved quality assurance (1 time); vii) Reduced architecture degradation (1
time).
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Figure 4.14: Impacts of introducing UML in OSS projects

We also received two answers describing negative changes, complaining
about more work and the need for developers to learn UML notation.

Results for SQs.2: One third of respondents reported changes of the working
routine due to UML, mainly in the planning phase, the development process
and in communication. Most of the reported changes can be considered
positive.

4.5.4.3 Can UML models help to attract new contributors?

We ask founders if they think that UML models help to attract new contributors
to their projects. 190 founders answered this question. Fig. 4.15 shows the
responses in detail. Only a few of the respondents (21.58%) believe that UML
models can attract new contributors, while most of them think UML is not an
attractive factor (47.37%).

We asked those who think UML models attract new contributors for reasons
behind their thoughts. We received only 25 answers, including following
arguments: a) UML models make the project and its goals easier to understand
(mentioned 13 times), b) the potential of UML to help new contributors (by code
comprehension) (7 times), ¢) visual documentation is considered attractive (3
times), and d) UML can support communication between old and new members
(2 times).

It is worth mentioning that two of the projects have been based on executable

UML diagrams (xtUML), therefore the diagrams were considered a magnet to
contributors.

Two of the respondents who answered previously that UML is an attracting
factor, mentioned additional factors, i.e., the personality, the quality of the
model, and complexity of the project, e.g., “I feel that it depends on two
things: how perceptive the contributors are, and how elegantly and interesting
the models [were] structured”.

Results for SQs.3: Few founders think UML models attract new contributors
to their projects.
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Figure 4.15: Do UML models attract new contributors to the project?

4.6 Discussions

In the following we discuss our insights in context of related works and impli-
cations of our results. Furthermore, we present the threats to validity.

4.6.1 Comparison to Insights to Related Works

In this section, our observations are compared with findings from related works.

Communication: The finding that UML is used for communication pur-
poses within OSS fits with observations that were already made about the
use of documentation by Kazman et al. [33] and sketches Chung et al. [23].
Furthermore, the results fit with the insights of Gorschek et al. [28], who also
observed a use for communication within industrial and OSS programmers.

New contributors: The observation that new contributors seem to benefit
from the use of UML confirms the first anecdotal evidence that Chung et al.
collected [23]. Gorschek et al. found similar tendencies in their survey, where
the use of models was found to be higher for novices [28].

Design and documentation: We could uncover a main similarity in the use
of UML in OSS and industry, as we observed that UML is mainly used for
design and documentation, and less for code generation within OSS. Similar
observations had been made for industrial usage by Torchiano et al. [26] and
Forward et al. [27].

Role splits: However, we also found a hint of a contrast in the use of UML.
While we observed that the architectures defined within UML models are often
implemented by multiple developers, as it happens within industry, we also
observed that in most cases all these contributors had participated in the model
creation. This seems to be in contrast to the practice in many industrial cases,
where those who create the models are not necessarily the ones who create the
code, as, e.g., observed by Kuhn et al. [31].

Finally, we made two observations that should be further studied, also in
industry. Passive benefits: Many participants who do not create UML models
consider its existence in the project beneficial. Partial adoption: Many models
are only partially adopted during implementation. It would be interesting to
see whether this conforms or is in contrast to industrial practice.
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4.6.2 Implications
4.6.2.1 OSS practitioners

Use UML to coordinate team work! We know that UML is used in industry
within teams - communicating and coordinating their work [6]. The insights
from this paper indicate that this practice might actually also work to coordinate
joint efforts within OSS teams with often remotely located developers.

4.6.2.2 OSS seniors

Provide UML to support your junior peers! In most investigated aspects the
answers given by NUCs showed a slight tendency to be more positive about
UML than the answers of UML contributors. Thus, it seems that models have
an impact on teams that affects not just the model creators positively. We hope
that OSS contributors feel motivated by these results to contributing more
models. Furthermore, it seems that the usage of UML helps new contributors
to get productive. This might be seen as an incentive for the introduction of
UML.

4.6.2.3 Industrial companies

Adopt team-modeling! The observed contrast that most people implementing
a model also participated in its creation, might be an interesting option for
industrial practice, too. Especially, when agile practices are applied, models
can be taken into the loop, e.g., as part of planing during Scrum meetings.

4.6.2.4 University teachers

Promote consumption as first experience when learning UML! Again, the
mentioned slight tendency of NUCs to be more positive about UML is worth
noting. It seems that the benefits of UML are more positive for consumers
than for creators. This is to be confirmed in future studies. It can have today
an impact on the way we teach modeling. Students still tend to learn modeling
by creating models. Our results imply that it might be a good idea to let them
consume models first.

4.6.3 Threats to Validity

In the following, we discuss internal and external threats to validity of our
study as introduced by Marczyk et al. [103].

Internal validity Some threats that are generic to research that use GitHub
data, as discussed by Kalliamvakou et al. [90], concern our study, too: First,
a large amount of GitHub projects are not software development projects or
have very few commits, only. Furthermore most GitHub projects are inactive
(Kalliamvakou et al. guess that the amount of active projects is around 22%).
To mitigate the impact of these threats on our study, we filtered the projects
based on the number of commits and size. Since such filters are always just
heuristics, it is probable that some of the remaining projects still are toy or
educational projects. However, we consider the remaining threat acceptable,
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since we can assume that the vast majority of the here studied projects are
real software development projects.

We focus on projects that do use UML only, to ensure that questioned
developers have the experience of working in a project with UML. To ensure
nonetheless that persons that prefer to not use UML are not underrepresented,
we sent the questionnaire not just to persons who manipulated UML, but also
to contributors who did not change or introduce UML files (NUCs). Therefore,
we believe that our results still provide valuable insights.

External validity Our study focuses on OSS projects in GitHub. While we
do not expect a direct generalization of our results to closed source projects, we
expect them to be mostly generalizable to OSS projects. 16.29% of the survey
respondents had a PhD degree. This rate is higher than industry average.
We expect them to be more positive about UML, making them more likely
to have answered our questionnaire. Thus, there might be a selection bias
towards projects that have PhDs as contributors. We do not know whether
these projects are different in nature concerning our results. However, since
this concerns only 16.29% of our data points, we believe that our results are
nonetheless representative.

We did not limit the domain. However, there might be a bias towards
the domain that comes with the use of UML. Since we study the impact of
UML, when it is used, we consider our results valuable despite the possible
bias in study domains. We only have a look at UML models that are stored
as specific file formats. Although, it would be better to have a look at all
possible representations of UML models that exist, the selected set of formats
comprehends the standard ones (.uml and .xmi) and image files, being already
broad and allows a first valuable insight. Finally, in this study, we do not
distinguish between UML diagram types. We therefore do not conclude for
single UML types but for UML in general.

4.7 Conclusion and Future work

In this paper we study the use of UML in open source, in order to identify
commonalities and differences to the use of UML in industry. Therefore, we
performed a survey with contributors from 458 GitHub projects that include
UML files. Our study delivers some first insights that might help companies
to decide whether to promote UML usage in open source projects. In favor of
UML are the observations that UML actually helps new contributors and is
generally perceived as supportive. However, UML does not seem to have the
potential to attract new contributors. Further, we found that the use of UML
in open source projects is partially similar to industrial use. However, there
are also differences that should be considered when joining industrial projects
with open source efforts. For example, the fact that there seems to be barely
a split of roles between model creator and person implementing the modeled
system. Furthermore, we found that many modeled designs are only partially
followed during implementation.
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Future works We only use a part of survey responses in this study (ignoring
responses of short-time projects). In the future, we plan to compare whether
the results for these projects are different from the ones we found. Furthermore,
we plan to use meta data to investigate whether different aspects such as size,
active time, and number of contributors of a project affect the use of models
and the perception of developers within the projects. Nonetheless, our findings
from this study are drawn for UML in general. We would love to enrich our
dataset by classifying UML diagrams by diagram type. This will enable to see
whether diagram types affect the use of UML, and what UML diagrams are in
widest use.
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4.8 Appendix 1. Distribution of survey respon-
dents by countries

Table 4.2: Respondents by countries (Top 26)

Country No. responses || Country No. responses
United States 72 Russia 9
Germany 49 Austria 8
France 46 China, People’s Republic of | 8
Brazil 35 Czech Republic 8
Spain 26 India 8
United Kingdom | 21 Belgium 7
Switzerland 20 Colombia 6
unknown 15 Slovakia 6
Canada 14 Sweden 6
Italy 12 Bulgaria 5
Netherlands 11 China, Republic of (Taiwan) | 5
Argentina 9 Denmark 5
Poland 9 Finland 4

4.9 Appendix 2. Distribution of survey respon-
dents by continents
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Figure 4.16: Distribution of survey respondents by continents
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